Subject Name: Salesforce Development Regulations: R22

Subject Code: MR22-1IT0140

1. What is Salesforce? Explain the salesforce architecture with a diagram.

**Ans:**

**Definition of Salesforce**

Salesforce is a cloud-based Customer Relationship Management (CRM) platform that helps businesses manage and analyze customer interactions and data throughout the customer lifecycle. It is designed to improve business relationships, streamline processes, and enhance profitability by providing tools for sales, customer service, marketing, and more.

**Salesforce Architecture**

Salesforce architecture is designed to support a wide range of applications and services. It leverages a multi-tenant, cloud-based infrastructure to ensure scalability, security, and reliability. The architecture can be understood through its various layers and components:

**Salesforce Architecture Layers**
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1. **User Interface (UI) Layer:**
   * **Components:** Web-based interface, Salesforce Lightning Experience, Salesforce Classic.
   * **Function:** Provides a user-friendly interface for interacting with Salesforce data and applications. It allows users to customize dashboards, reports, and page layouts.
2. **Application Layer:**
   * **Components:** Salesforce applications, custom objects, and business logic.
   * **Function:** This layer contains the core business applications and logic. It includes Salesforce's standard applications (e.g., Sales Cloud, Service Cloud) and custom applications built using Salesforce's development tools.
3. **Data Layer:**
   * **Components:** Salesforce database, schema, and data models.
   * **Function:** Manages the storage and retrieval of data. Salesforce uses a multi-tenant architecture where a single instance of the software serves multiple customers. Each customer's data is securely partitioned and managed.
4. **Integration Layer:**
   * **Components:** APIs (REST, SOAP), middleware, and integration tools.
   * **Function:** Facilitates communication between Salesforce and external systems. This includes data synchronization, third-party integrations, and connecting with other applications through APIs.
5. **Security Layer:**
   * **Components:** Authentication, authorization, encryption.
   * **Function:** Ensures that data and applications are secure. Salesforce provides features like user authentication, role-based access control, and data encryption to protect information.
6. **Platform Services Layer:**
   * **Components:** Salesforce Platform (AppExchange, Apex, Visualforce, Lightning Components).
   * **Function:** Provides a suite of development tools and services to build and deploy custom applications. This includes a development environment (Apex), user interface components (Visualforce, Lightning Components), and integration tools.

**Salesforce is structured at high-level :**

The underlying structure of the Salesforce architecture consists of a set of stacked layers, where each layer can be easily identified by how accessible it is to different types of end-users. The deeper the layers are lesser the access and control users have over them.
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Let’s try to understand the functionality and importance of each layer in this architecture.

The bottom-most layer of the architecture is familiar to us. It is simply the cloud Salesforce is hosted on.

The middle layer shown in the diagram, Salesforce Platform, is the most crucial component in the Salesforce architecture. It provides all the key features common and necessary to various Salesforce products such as data services, artificial intelligence, and APIs. The Platform layer uses another important component in the Salesforce architecture, metadata, to unify the actions taken by different users through numerous products. With application development features like Lightning, Heroku, and AppExchange, this layer grants developers the access to manipulate some Salesforce processes implemented under the hood.

The top-most Application layer houses all the popular Salesforce products, like Sales Cloud, Marketing Cloud, and Service Cloud, and any application you build using the Salesforce Platform. The majority of the user interactions on the Salesforce system takes place in this layer. While each application hosted here caters to a unique set of CRM use cases, as a whole, all of them are integrated with the key features provided by the Platform layer, such as predictive analysis and development framework.

2. Define the following with an example in salesforce :

a) objects b) Records c) Fields

Ans:

In Salesforce, **objects**, **records**, and **fields** are fundamental concepts for organizing and managing data.

**a) Objects**

**Definition:**  
Objects in Salesforce are like database tables that store data. Each object represents a specific type of information and defines the structure and relationships of that data. Objects can be either **standard** (predefined by Salesforce) or **custom** (created by users).

* **Standard Objects:** These are built into Salesforce and include common entities. Examples include:
  + **Account:** Represents a company or organization.
  + **Contact:** Represents an individual associated with an Account.
  + **Opportunity:** Represents a potential sale or deal.
  + **Case:** Represents a customer service issue or support request.
* **Custom Objects:** These are created to fit specific business needs not covered by standard objects. They have a custom name and can include custom fields and relationships.

**Example:** Imagine you run a company that needs to track Projects alongside the standard Salesforce objects. You would create a custom object named Project\_\_c. This custom object could be used to store information about various projects, including project details, deadlines, and team members involved.

**b) Records**

**Definition:**  
Records are individual instances of data within an object. Each record is a specific entry that contains detailed information as defined by the fields in that object.

**Example:** In the Account object, a record would be a single account entry. For instance:

* **Account Name:** Acme Corporation
* **Account Number:** 12345
* **Type:** Customer
* **Phone:** (555) 123-4567
* **Website:** www.acmecorp.com

In this case, Acme Corporation is a record within the Account object. Each record contains specific values for the fields defined in the Account object.

**c) Fields**

**Definition:**  
Fields are the individual pieces of information within a record. They are like columns in a database table and represent specific attributes of the data stored in an object. Fields can have various data types, such as text, number, date, or picklist.

**Example:** In the Contact object, fields could include:

* **First Name:** John
* **Last Name:** Doe
* **Email:** john.doe@example.com
* **Phone:** (555) 987-6543
* **Title:** Sales Manager

For a record in the Contact object, the fields are the specific attributes that describe the contact person. In this case, each field contains specific information about John Doe.

**Summary**

* **Objects** define what type of data you’re storing (e.g., Account, Contact, Project\_\_c).
* **Records** are individual entries within those objects (e.g., Acme Corporation as an account record, John Doe as a contact record).
* **Fields** are the individual pieces of information that describe the records (e.g., First Name, Phone, Account Number).

3. What is Data Modelling? Explain about standard and custom objects with an example.

Ans:

Data modeling in Salesforce involves designing the structure of data and defining how different pieces of data relate to each other. It helps in organizing data effectively to support business processes, reporting, and analysis.

Standard Objects

Standard objects are predefined by Salesforce and are available out of the box. They come with built-in fields and functionality that cater to common business needs.

Example 1: Account

Description: Represents a company or organization.

Fields: Account Name, Account Type (Customer, Partner), Industry, Phone Number.

Use Case: A company uses the Account object to store information about its clients, partners, and competitors, enabling effective relationship management.

Example 2: Opportunity

Description: Represents a potential sale or deal.

Fields: Opportunity Name, Amount, Close Date, Stage.

Use Case: Sales teams use the Opportunity object to track potential revenue from leads, helping prioritize efforts and forecast sales.

Custom Objects

Custom objects are created by users to address specific business needs that standard objects do not cover. This flexibility allows organizations to tailor Salesforce to their unique processes.

Example 1: Project

Description: A custom object created to track specific projects the company is working on.

Fields: Project Name, Start Date, End Date, Status, Budget.

Use Case: A project management team uses the Project object to monitor project timelines and budgets, linking it to related Accounts or Opportunities.

Example 2: Event

Description: A custom object to manage company events.

Fields: Event Name, Date, Location, Number of Attendees.

Use Case: The marketing team tracks events using this custom object, linking it to related Contacts and Accounts to measure engagement and effectiveness.

4. What are the different types of Object relationships? Write the steps to create and modify lookup and master-detail relationship.

Ans:

In Salesforce, object relationships define how two objects relate to each other. The two primary types of relationships are:

**1. Lookup Relationship**

A lookup relationship is a one-to-one or one-to-many relationship where one object (the child) can reference another object (the parent). This relationship is more loosely coupled than a master-detail relationship.

**2. Master-Detail Relationship**

A master-detail relationship is a stronger relationship where the detail (child) record is tightly linked to the master (parent) record. This means:

* Deleting the master record will delete all related detail records.
* The detail record inherits sharing and security settings from the master record.
* The detail record cannot exist without the master record.

**Steps to Create a Lookup Relationship**

1. **Go to Object Manager**:
   * From Setup, navigate to the Object Manager.
2. **Select the Child Object**:
   * Choose the object where you want to create the lookup relationship.
3. **Fields & Relationships**:
   * Click on "Fields & Relationships" in the left panel.
4. **New Field**:
   * Click on "New" to create a new field.
5. **Select Relationship Type**:
   * Choose "Lookup Relationship" and click "Next."
6. **Select Parent Object**:
   * Select the parent object you want to relate to and click "Next."
7. **Field Details**:
   * Define the field label, name, and help text. Set the required option if necessary, then click "Next."
8. **Field-Level Security**:
   * Set the field-level security for profiles as needed and click "Next."
9. **Page Layouts**:
   * Choose the page layouts where this field should be added, then click "Save."

**Steps to Create a Master-Detail Relationship**

1. **Go to Object Manager**:
   * From Setup, navigate to the Object Manager.
2. **Select the Detail Object**:
   * Choose the object that will be the detail (child) in the relationship.
3. **Fields & Relationships**:
   * Click on "Fields & Relationships" in the left panel.
4. **New Field**:
   * Click on "New" to create a new field.
5. **Select Relationship Type**:
   * Choose "Master-Detail Relationship" and click "Next."
6. **Select Master Object**:
   * Select the parent object (master) you want to relate to and click "Next."
7. **Field Details**:
   * Define the field label, name, and help text. You can also define sharing settings and whether the detail record is required. Click "Next."
8. **Field-Level Security**:
   * Set the field-level security for profiles as needed and click "Next."
9. **Page Layouts**:
   * Choose the page layouts where this field should be added, then click "Save."

**Modifying Relationships**

To modify an existing relationship (whether lookup or master-detail):

1. **Go to Object Manager**:
   * Navigate to the Object Manager in Setup.
2. **Select the Child Object**:
   * Choose the object that contains the relationship you want to modify.
3. **Fields & Relationships**:
   * Click on "Fields & Relationships."
4. **Select the Relationship Field**:
   * Click on the relationship field you want to modify.
5. **Edit**:
   * Click "Edit" to change the field properties (like field label, help text, or required settings) or "Delete" to remove the relationship.
6. **Save Changes**:
   * Make necessary adjustments and click "Save."

5. Describe the advantages of using Schema Builder for data modelling. How do we use schema builder to create a schema for a given object model, to add custom object and custom field to your schema?

Ans:

Schema Builder in Salesforce is a powerful tool that provides a dynamic environment to visualize and manage your data model. It allows users to create and modify objects and fields directly in a graphical interface, making it easier to understand and manage relationships between objects. Here are some advantages of using Schema Builder for data modeling:

**Advantages of Using Schema Builder**

1. **Visual Representation**: Schema Builder presents a visual diagram of your data model, making it easier to understand the relationships and hierarchy between objects.
2. **Real-time Changes**: You can create and modify objects, fields, and relationships in real-time, allowing for immediate updates to your schema without navigating through multiple menus.
3. **Drag-and-Drop Interface**: The intuitive drag-and-drop functionality makes it easy to add custom objects and fields or change relationships between existing objects.
4. **Clear Overview**: It provides a clear overview of all objects and their fields, including standard and custom objects, helping you manage your data model effectively.
5. **Customization**: You can easily create custom objects and fields tailored to your organization’s specific needs, ensuring your data model supports your business processes.

**Using Schema Builder to Create a Schema**

**Steps to Create a Schema for a Given Object Model**

1. **Access Schema Builder**:
   * From Salesforce Setup, enter "Schema Builder" in the Quick Find box and select it.
2. **Select Objects**:
   * In the left panel, you’ll see a list of available objects. You can choose to display all objects or filter by specific objects.
3. **Create Custom Object**:
   * To create a new custom object, click on the "Create" button (often represented by a "+" icon) in the toolbar at the top.
   * Select "Custom Object" from the dropdown.
   * Fill in the details for the custom object, such as the object label, plural label, and other settings (like allowing reports, activities, etc.).
   * Click "Save" to create the object, and it will appear on the canvas.
4. **Add Fields to the Custom Object**:
   * To add fields, click on the custom object you just created in the Schema Builder.
   * In the properties panel on the right, click "Add Field."
   * Define the field properties, including field type (Text, Number, Date, etc.), field label, name, and other settings (like required, unique, etc.).
   * Click "Save" after defining each field.
5. **Define Relationships**:
   * To create relationships, select the "Relationship" option from the toolbar.
   * Choose the type of relationship (Lookup or Master-Detail) and click on the custom object to establish a link with another object.
   * Follow the prompts to set up the relationship, including defining the related object.
6. **Finalize and Save**:
   * After adding all necessary fields and relationships, review your schema.
   * Ensure that all components are connected and appropriately configured.
   * Click "Save" to finalize your changes.

**Example: Creating a Custom Object and Field**

**Creating a Custom Object**:

* Suppose you want to create a "Project" custom object.
  + In Schema Builder, click the "+" icon, select "Custom Object," and fill out the details for "Project."

**Adding Fields**:

* To add fields like "Project Name" (Text), "Start Date" (Date), and "Budget" (Currency):
  + Click on the "Project" object in the Schema Builder.
  + Use the "Add Field" option for each field you want to create, specifying the type and properties for each.

6. Explain why formula fields are useful. Create a simple formula to display an account field on the contact detail page.

Ans:

Formula fields in Salesforce are powerful tools that allow you to dynamically calculate values based on other fields, provide conditional logic, or manipulate data without the need for triggers or additional coding. Here are some key benefits:

1. **Dynamic Calculations**: Formula fields automatically recalculate their values whenever the referenced fields are updated, ensuring that you always have the most current data.
2. **Simplified Data Management**: By using formula fields, you can avoid data duplication. Instead of storing a value that can be derived from other fields, you can calculate it on-the-fly.
3. **Conditional Logic**: You can implement complex logic directly within the formula, enabling you to display or calculate values based on certain conditions (e.g., displaying a status based on a value).
4. **Improved Reporting**: Formula fields can be used in reports and dashboards, allowing for more insightful analysis without altering the underlying data model.
5. **User Experience**: By displaying calculated values on record detail pages, you can improve the user experience by providing important information at a glance.

**Creating a Simple Formula Field to Display an Account Field on the Contact Detail Page**

Let’s create a formula field on the Contact object that displays the Account Name associated with the Contact.

**Steps to Create the Formula Field**

1. **Go to Object Manager**:
   * From Setup, navigate to **Object Manager**.
2. **Select Contact Object**:
   * Find and click on the **Contact** object.
3. **Fields & Relationships**:
   * In the left panel, click on **Fields & Relationships**.
4. **New Field**:
   * Click the **New** button to create a new field.
5. **Select Field Type**:
   * Choose **Formula** and click **Next**.
6. **Field Details**:
   * Enter a field label (e.g., "Account Name Display") and select the formula return type as **Text**. Click **Next**.
7. **Build the Formula**:
   * In the formula editor, you can reference the Account Name by using the field reference syntax. Enter the following formula:

Account.Name

* + This formula retrieves the Account Name associated with the Contact.

1. **Check Syntax**:
   * Click the **Check Syntax** button to ensure there are no errors in the formula.
2. **Field-Level Security**:
   * Set the field-level security to determine which profiles can view the formula field. Click **Next**.
3. **Page Layouts**:
   * Choose the page layouts where this field should be displayed, then click **Save**.

**Result**

After following these steps, the "Account Name Display" formula field will appear on the Contact detail page, showing the name of the associated Account. This provides users with quick access to the Account name without requiring them to navigate to the related Account record.

7. Discuss about a roll up summary field . Create a roll up summary field where the total price of all products related to an opportunity is displayed.

Ans:

A roll-up summary field in Salesforce is a special type of field that aggregates data from related child records and displays the result in a parent record. This is particularly useful for summarizing information such as counts, sums, or averages of child records.

**Key Points about Roll-Up Summary Fields**

* **Relationship Requirement**: Roll-up summary fields can only be created on master-detail relationships, meaning the child record must have a direct relationship with the parent.
* **Aggregate Functions**: You can use roll-up summary fields to perform operations like COUNT, SUM, MIN, and MAX.
* **Automatic Updates**: The roll-up summary field automatically recalculates when child records are added, updated, or deleted.

**Creating a Roll-Up Summary Field for Opportunity**

**Scenario**

You want to create a roll-up summary field on the **Opportunity** object that sums the total price of all products related to that opportunity.

**Steps to Create a Roll-Up Summary Field**

1. **Ensure Relationship**: Make sure that the product records (e.g., OpportunityLineItem) have a master-detail relationship with the Opportunity object. In standard Salesforce, OpportunityLineItem is the child of Opportunity.
2. **Navigate to Opportunity Fields**:
   * Go to **Setup**.
   * In the Quick Find box, type **Object Manager** and select **Opportunity**.
   * Click on **Fields & Relationships**.
3. **Create the Roll-Up Summary Field**:
   * Click the **New** button.
   * Choose **Roll-Up Summary** and click **Next**.
4. **Define the Field**:
   * **Field Label**: Total Product Price
   * **Field Name**: Total\_Product\_Price (this will auto-populate)
   * **Summary Type**: Choose **SUM**.
   * **Summarized Object**: Select **Opportunity Product (OpportunityLineItem)**.
   * **Field to Aggregate**: Choose the field that represents the price, such as TotalPrice or UnitPrice (depending on your configuration).
5. **Filter Criteria (Optional)**:
   * If you want to filter which products are included in the sum (e.g., only active products), you can set filter criteria to include specific conditions.
6. **Field-Level Security**:
   * Set the field-level security to control visibility for different profiles.
7. **Add to Page Layout**:
   * Choose to add the roll-up summary field to the opportunity page layout if desired.
8. **Save**:
   * Click **Save** to create the roll-up summary field.

8. What is Picklist? Explain in detail about types of picklist.

Ans:

A **Picklist** in Salesforce is a type of field that allows users to choose a value from a predefined list of options. This helps in maintaining data consistency and standardization, as users are restricted to selecting only from the values provided in the picklist.

**Types of Picklists**

Salesforce offers several types of picklists, each serving different purposes:

**1. Single-Select Picklists**

* **Definition:** A single-select picklist allows users to select only one value from a list of predefined options.
* **Characteristics:**
  + Displays as a dropdown menu in the user interface.
  + Only one option can be selected at a time.
* **Example:** A "Lead Source" field where users can choose from options like "Web," "Phone Inquiry," "Email," etc.

**2. Multi-Select Picklists**

* **Definition:** A multi-select picklist allows users to select multiple values from a list of predefined options.
* **Characteristics:**
  + Displays as a list with checkboxes or a multi-select dropdown.
  + Users can choose multiple options simultaneously.
* **Example:** A "Skills" field on a job application where users can select multiple skills like "Java," "Python," "Project Management," etc.

**Picklist Variants**

**1. Standard Picklists**

* **Definition:** Standard picklists are predefined by Salesforce and are associated with standard objects like Lead, Opportunity, or Case.
* **Characteristics:**
  + The values in these picklists are provided by Salesforce and cannot be changed in terms of field type, but you can adjust the options available.
  + These picklists are designed to support common business processes.
* **Example:** The “Opportunity Stage” field, which might include values like "Prospecting," "Qualification," "Closed Won," and "Closed Lost."

**2. Custom Picklists**

* **Definition:** Custom picklists are created by users and administrators to fit the specific needs of custom or standard objects in your Salesforce instance.
* **Characteristics:**
  + You define the list of values for these picklists according to your business requirements.
  + These picklists can be tailored to suit unique processes and data requirements.
* **Example:** A custom picklist field on a custom object called “Project” with values like "Planning," "Execution," "Monitoring," and "Closure."

**Additional Picklist Features**

**1. Dependent Picklists**

* **Definition:** Dependent picklists are picklists where the available values in one picklist (the dependent picklist) are contingent upon the value selected in another picklist (the controlling picklist).
* **Characteristics:**
  + Enhances user experience by showing only relevant options based on previous selections.
  + Helps in filtering and refining data entry.
* **Example:** If a “Country” picklist is selected as "USA," then the “State” picklist will only show states within the USA.

**2. Global Picklists**

* **Definition:** Global picklists allow you to define a set of values that can be reused across multiple picklist fields on different objects.
* **Characteristics:**
  + Provides consistency and reduces redundancy by reusing the same set of values.
  + Centralized management of picklist values for multiple fields.
* **Example:** You might create a global picklist for “Status” with values like "Active," "Inactive," and "Pending" and use it in multiple fields across various objects.

**Configuration and Management**

* **Creating a Picklist Field:**
  + In Salesforce, you can create a picklist field through the Object Manager. You choose "Picklist" or "Multi-Select Picklist" as the field type and then specify the values for the picklist.
* **Editing Picklist Values:**
  + You can add, remove, or modify the values in a picklist through field settings in the Object Manager.
* **Default Values:**
  + You can set default values for picklist fields to streamline data entry for users.
* **Validation Rules:**
  + Salesforce allows you to set up validation rules to enforce specific business logic related to picklist values, ensuring data accuracy and consistency.

Overall, picklists in Salesforce are essential for managing data entry and maintaining consistency across records. By leveraging different types of picklists and their features, you can enhance the data integrity and usability of your Salesforce applications.

9. What is Data Management? What are the steps involved in importing and exporting data?

Ans:

**Data Management** in Salesforce involves the processes and tools used to handle data effectively within the Salesforce platform. This includes importing, exporting, updating, and maintaining data to ensure that it is accurate, relevant, and up-to-date.

Here’s a breakdown of the key components and steps involved in importing and exporting data in Salesforce:

**1. Data Management Overview**

**Data Management** encompasses various tasks, including:

* **Data Import:** Bringing data from external sources into Salesforce.
* **Data Export:** Extracting data from Salesforce to use outside of the platform.
* **Data Updates:** Modifying existing data within Salesforce.
* **Data Maintenance:** Ensuring data quality and consistency, including deduplication and validation.

**2. Steps Involved in Importing Data**

**Importing data** into Salesforce involves several steps to ensure that the data is correctly transferred and integrated into the system.

1. **Plan and Prepare:**
   * **Define Objectives:** Determine what data you need to import and why.
   * **Data Mapping:** Map your external data fields to Salesforce fields to ensure proper alignment.
   * **Clean Data:** Ensure that the data you are importing is clean, accurate, and free from duplicates.
2. **Select an Import Tool:**
   * **Data Import Wizard:** A user-friendly tool for importing standard and custom object data. Ideal for smaller, less complex imports.
   * **Data Loader:** A more advanced tool for importing, updating, and exporting large volumes of data. Suitable for complex data operations.
3. **Prepare Your Data File:**
   * **Format Data:** Ensure your data file (CSV format is commonly used) is properly formatted, with headers matching Salesforce fields.
   * **Review Data:** Check for any inconsistencies or errors in your data file.
4. **Perform the Import:**
   * **Using Data Import Wizard:**
     + Navigate to the Data Import Wizard in Salesforce.
     + Choose the object you want to import data into (e.g., Contacts, Accounts).
     + Upload your CSV file and map the fields.
     + Start the import process and monitor the progress.
   * **Using Data Loader:**
     + Open Data Loader and select the import operation (e.g., Insert, Update).
     + Log in to Salesforce using your credentials.
     + Select the object and upload your CSV file.
     + Map the fields and execute the import.
5. **Verify the Import:**
   * **Check Results:** Verify that the data has been imported correctly by checking records in Salesforce.
   * **Review Errors:** If there are any errors, review the error logs provided by the import tool to address and correct issues.
6. **Clean Up and Validate:**
   * **Validate Data:** Ensure that the imported data meets your quality standards.
   * **Perform Cleanup:** Address any duplicate records or errors that were identified.

**3. Steps Involved in Exporting Data**

**Exporting data** from Salesforce involves extracting data for use outside of the platform, such as for reporting or backup purposes.

1. **Plan and Prepare:**
   * **Define Objectives:** Determine which data you need to export and the format required.
   * **Identify Scope:** Choose the objects and records you need to export.
2. **Select an Export Tool:**
   * **Data Export Wizard:** A tool available in Salesforce for exporting data. Suitable for smaller datasets or scheduled exports.
   * **Data Loader:** Can also be used to export data, especially useful for larger datasets.
3. **Perform the Export:**
   * **Using Data Export Wizard:**
     + Navigate to the Data Export Wizard in Salesforce.
     + Choose the objects you want to export.
     + Select the export format (e.g., CSV) and schedule the export if needed.
     + Initiate the export and download the file when ready.
   * **Using Data Loader:**
     + Open Data Loader and select the export operation.
     + Log in to Salesforce.
     + Choose the object and specify the fields to export.
     + Execute the export and download the file.
4. **Verify the Export:**
   * **Check Data:** Review the exported data file to ensure it contains the correct information.
   * **Ensure Completeness:** Confirm that all required data has been exported.
5. **Secure and Manage Data:**
   * **Store Data Safely:** Ensure that exported data is stored securely, especially if it contains sensitive information.
   * **Backup Regularly:** Regularly backup data to prevent loss and ensure continuity.

**Summary**

* **Data Import:** Plan, prepare, choose a tool, prepare your data file, perform the import, verify the results, and clean up.
* **Data Export:** Plan, prepare, choose a tool, perform the export, verify the results, and manage data securely.

Effective data management ensures that Salesforce data remains accurate, reliable, and useful for business processes.

10. Discuss about Validation Rules.

Ans:

Validation rules in Salesforce are powerful tools that ensure data integrity by enforcing specific criteria on records before they can be saved. They help maintain consistent data quality and enforce business rules by preventing users from entering invalid or incomplete data.

**Key Features of Validation Rules**

1. **Formula-Based Logic**: Validation rules use formulas to evaluate the data in a record. If the formula evaluates to true, the record cannot be saved, and an error message is displayed.
2. **Custom Error Messages**: You can define custom error messages to inform users why their data is invalid. This enhances the user experience by providing clear instructions on how to correct the issue.
3. **Field-Level and Record-Level Validation**: Validation rules can apply to individual fields or to entire records, ensuring that all necessary conditions are met before saving.
4. **User Context**: Validation rules can be designed to trigger based on the user’s profile or role, allowing for different requirements for different types of users.

**Common Use Cases for Validation Rules**

* **Mandatory Fields**: Ensure that certain fields are filled out before a record can be saved (e.g., making the "Email" field required for a contact).
* **Data Format**: Validate the format of data entered (e.g., ensuring phone numbers are in the correct format).
* **Conditional Logic**: Enforce rules that depend on the values of other fields (e.g., if a field "Status" is set to "Closed," then the "Close Date" must be filled).
* **Range Checks**: Ensure numerical values fall within a specific range (e.g., a discount percentage must be between 0 and 100).
* **Cross-Object Validation**: Validate values based on related records (e.g., ensuring the start date of a project is before the end date).

**Creating a Validation Rule**

To create a validation rule in Salesforce, follow these steps:

1. **Navigate to Object Manager**:
   * Go to **Setup**.
   * In the Quick Find box, type **Object Manager** and select the object where you want to create the validation rule.
2. **Select Validation Rules**:
   * Click on **Validation Rules** in the left sidebar.
3. **Create New Rule**:
   * Click the **New** button to create a new validation rule.
4. **Define the Rule**:
   * **Rule Name**: Give your validation rule a meaningful name.
   * **Description**: Optionally, provide a description for clarity.
   * **Error Condition Formula**: Enter the formula that defines the validation logic. This formula should return true when the validation should fail.
   * **Error Message**: Enter the message that users will see when the validation fails.
   * **Error Location**: Choose where the error message will be displayed (at the top of the page or next to a specific field).
5. **Save**:
   * Click **Save** to activate the validation rule.

**Example of a Validation Rule**

**Scenario**: Prevent users from creating a new opportunity if the close date is in the past.

**Validation Rule Formula**:

CloseDate < TODAY()

**Error Message**: "Close Date cannot be in the past."

UINT II

11. Define Apex and write the features of Apex Programming in Salesforce.

Ans:

Apex is a programming language that uses Java-like syntax and acts like database stored procedures. Apex enables developers to add business logic to system events, such as button clicks, updates of related records, and Visualforce pages.

Definition of Apex

Apex is a programming language provided by Salesforce that enables developers to write custom code to extend the functionality of Salesforce applications. Apex code runs on the Salesforce servers and can be executed as part of triggers, classes, and web services. It integrates seamlessly with Salesforce's data model and other features.

**As a language, Apex is:**

Hosted—Apex is saved, compiled, and executed on the server—the Lightning Platform.

Object oriented—Apex supports classes, interfaces, and inheritance.

Strongly typed—Apex validates references to objects at compile time. n

Multitenant aware—Because Apex runs in a multitenant platform, it guards closely against runaway code by enforcing limits, which prevent code from monopolizing shared resources.

Integrated with the database—It is straightforward to access and manipulate records. Apex provides direct access to records and their fields, and provides statements and query languages to manipulate those records.

Data focused—Apex provides transactional access to the database, allowing you to roll back operations.

Easy to use—Apex is based on familiar Java idioms.

Easy to test—Apex provides built-in support for unit test creation, execution, and code coverage. Salesforce ensures that all custom Apex code works as expected by executing all unit tests prior to any platform upgrades.

Versioned—Custom Apex code can be saved against different versions of the API.

![](data:image/png;base64,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)

**Features of Apex Programming**

1. **Integrated with Salesforce Platform:**
   * Apex is tightly integrated with the Salesforce platform, allowing for direct manipulation of Salesforce data and metadata. This integration ensures that Apex can work seamlessly with Salesforce's data model, including objects, fields, and relationships.
2. **Strongly Typed Language:**
   * Apex is a strongly typed language, meaning that variables and expressions are explicitly defined with specific data types. This feature helps catch errors early in the development process and improves code reliability.
3. **Object-Oriented Programming:**
   * Apex supports object-oriented programming principles, including classes, interfaces, inheritance, and polymorphism. This allows developers to create reusable and modular code.
4. **Governor Limits:**
   * Salesforce imposes governor limits to ensure that code execution does not monopolize shared resources on the platform. These limits are in place to ensure efficient use of resources and prevent any single process from affecting the performance of the system for other users. Apex enforces these limits, including restrictions on the number of database operations, API calls, and CPU time.
5. **Triggers:**
   * Apex triggers allow developers to define custom behavior that occurs before or after DML operations (insert, update, delete) on Salesforce records. Triggers help automate business processes and enforce business rules.
6. **Asynchronous Processing:**
   * Apex provides support for asynchronous processing through features such as future methods, queueable Apex, batch Apex, and scheduled Apex. These features allow developers to handle long-running processes and complex operations without impacting the performance of the main application.
7. **Exception Handling:**
   * Apex supports exception handling using try-catch blocks, allowing developers to gracefully handle errors and manage exceptions. This helps maintain the stability and reliability of applications.
8. **SOQL and SOSL Integration:**
   * Apex includes support for Salesforce Object Query Language (SOQL) and Salesforce Object Search Language (SOSL). SOQL is used to query Salesforce records, while SOSL is used for full-text searches. These languages allow developers to retrieve and manipulate Salesforce data efficiently.
9. **Web Services:**
   * Apex supports web services, enabling developers to expose Apex methods as web services that can be called from external applications. This feature facilitates integration with other systems and applications.
10. **Testing Framework:**
    * Apex includes a built-in testing framework that allows developers to write and run unit tests for their code. Test methods are used to ensure that Apex code functions as expected and meets quality standards. Salesforce requires that at least 75% of your code is covered by tests before it can be deployed to a production environment.
11. **Dynamic Apex:**
    * Dynamic Apex allows developers to write code that can interact with Salesforce metadata dynamically. This feature is useful for scenarios where you need to handle objects and fields that are not known at compile time.
12. **Declarative Integration:**
    * Apex can be used in conjunction with Salesforce’s declarative tools (such as workflows, process builders, and flows) to create more complex and customized solutions. This integration ensures that developers can build upon existing Salesforce capabilities.
13. **Security Model:**
    * Apex adheres to Salesforce’s security model, including sharing rules and field-level security. This ensures that Apex code respects user permissions and data access controls.

**Example of Apex Code**

Here’s a simple example of an Apex class that calculates the discount for a given opportunity based on its amount:

public class OpportunityDiscountCalculator {

// Method to calculate discount

public static Decimal calculateDiscount(Decimal amount) {

Decimal discountRate = 0.10; // 10% discount

Decimal discount = amount \* discountRate;

return discount;

}

// Method to apply discount to an Opportunity

public static void applyDiscountToOpportunity(Id opportunityId) {

Opportunity opp = [SELECT Id, Amount, Discount\_\_c FROM Opportunity WHERE Id = :opportunityId LIMIT 1];

Decimal discount = calculateDiscount(opp.Amount);

opp.Discount\_\_c = discount;

update opp;

}

}

In this example:

* The calculateDiscount method computes a 10% discount based on the opportunity amount.
* The applyDiscountToOpportunity method retrieves an Opportunity record, calculates the discount, and updates the record with the discount value.

12. State sObject data type. Describe in detail about its type with suitable example.

Ans:

In Salesforce, the sObject data type is a fundamental building block that represents any object in the Salesforce platform, such as standard objects (like Account, Contact, and Opportunity) or custom objects (like MyCustomObject\_\_c). The sObject type is used in Apex and other Salesforce APIs to work with Salesforce records in a generic way.

**Types of sObjects**

1. **Standard sObjects**: These are predefined objects that come with Salesforce. Each standard object has a specific purpose and includes standard fields and relationships. Examples include:
   * **Account**: Represents a company or organization.
   * **Contact**: Represents a person associated with an account.
   * **Opportunity**: Represents a potential revenue-generating event.
2. **Custom sObjects**: These are user-defined objects created to extend the standard Salesforce functionality. Custom objects allow organizations to store data specific to their business needs. They are denoted with a suffix \_\_c. Examples include:
   * **Project\_\_c**: A custom object to track projects.
   * **Invoice\_\_c**: A custom object to manage invoices.

**Working with sObjects in Apex**

The sObject data type is dynamic and allows you to manipulate records without needing to specify the exact type. This flexibility is useful when working with multiple object types or when the object type is determined at runtime.

**Example of Using sObjects**

Here’s an example that demonstrates how to use sObject in an Apex class to handle both standard and custom objects.

apex

public class sObjectExample {

// Method to create a new Account or Custom Object record

public void createRecord(String objectType, String name) {

// Declare a variable of type sObject

sObject record;

// Determine the type of object to create

if (objectType == 'Account') {

// Create a new Account record

record = new Account();

((Account)record).Name = name; // Cast to Account to set the Name field

} else if (objectType == 'Project\_\_c') {

// Create a new Project\_\_c record

record = new Project\_\_c();

((Project\_\_c)record).Name = name; // Cast to custom object

}

// Insert the record into the database

insert record;

}

// Method to retrieve and display records

public void displayRecords(String objectType) {

List<sObject> records;

// Query based on the object type

if (objectType == 'Account') {

records = [SELECT Id, Name FROM Account LIMIT 10];

} else if (objectType == 'Project\_\_c') {

records = [SELECT Id, Name FROM Project\_\_c LIMIT 10];

}

// Display the records

for (sObject record : records) {

// Use dynamic field access

String name = (String)record.get('Name'); // Access the Name field

System.debug('Record Name: ' + name);

}

}

}

**Explanation of the Example**

* **Dynamic Object Creation**: The createRecord method allows you to create either an Account or a custom Project\_\_c record. The sObject variable can hold any object type, and the specific type is determined at runtime.
* **Dynamic Querying**: The displayRecords method retrieves records based on the object type specified. The sObject list can store records of any object type, and you can access fields dynamically using the get method.
* **Type Casting**: When setting or retrieving specific fields, you need to cast the sObject to the specific type (e.g., Account or Project\_\_c).

13. Write down the collection types in Apex and discuss the various methods of List collection with its implementation.

Ans:

In Apex, collections are used to store multiple items in a single variable. The primary collection types in Apex are:

1. **List**: An ordered collection of elements, which can contain duplicates.
2. **Set**: An unordered collection of unique elements, which cannot contain duplicates.
3. **Map**: A collection of key-value pairs, where each key is unique, and each key maps to exactly one value.

**List Collection in Apex**

A List is one of the most commonly used collection types in Apex. Lists are indexed, allowing you to access elements by their position, and they can contain duplicates.

**Key Characteristics of Lists:**

* **Ordered**: Elements are stored in the order they are added.
* **Dynamic**: You can add, remove, or update elements.
* **Index-Based**: Each element has an index, starting from 0.

**Commonly Used Methods of List**

Here are some frequently used methods with List, along with examples to illustrate their implementation:

1. **Add Method**:
   * Adds a single element to the end of the list.

List<String> fruits = new List<String>();

fruits.add('Apple');

fruits.add('Banana');

1. **AddAll Method**:
   * Adds multiple elements from another collection to the end of the list.

List<String> moreFruits = new List<String>{'Cherry', 'Date'};

fruits.addAll(moreFruits); // fruits now contains Apple, Banana, Cherry, Date

1. **Get Method**:
   * Retrieves an element at a specified index.

String firstFruit = fruits.get(0); // Returns 'Apple'

1. **Remove Method**:
   * Removes an element by its value or index.

fruits.remove('Banana'); // Removes 'Banana'

fruits.remove(0); // Removes the first element (now 'Apple' is removed)

1. **Size Method**:
   * Returns the number of elements in the list.

Integer count = fruits.size(); // Returns the current size of the list

1. **Contains Method**:
   * Checks if the list contains a specific element.

Boolean hasApple = fruits.contains('Apple'); // Returns true if 'Apple' is in the list

1. **Sort Method**:
   * Sorts the elements in ascending order.

fruits.sort(); // Sorts the list alphabetically

1. **Clear Method**:
   * Removes all elements from the list.

fruits.clear(); // Now fruits is empty

1. **IndexOf Method**:
   * Returns the index of the first occurrence of a specified element, or -1 if not found.

Integer index = fruits.indexOf('Cherry'); // Returns the index of 'Cherry'

**Implementation Example**

Here’s a complete example demonstrating the use of a List in Apex:

public class FruitListExample {

public void manageFruits() {

// Create a list of fruits

List<String> fruits = new List<String>();

// Add fruits to the list

fruits.add('Apple');

fruits.add('Banana');

fruits.add('Cherry');

// Add more fruits using addAll

List<String> moreFruits = new List<String>{'Date', 'Elderberry'};

fruits.addAll(moreFruits);

// Display the number of fruits

System.debug('Number of fruits: ' + fruits.size()); // Outputs 5

// Check if the list contains a specific fruit

if (fruits.contains('Banana')) {

System.debug('Banana is in the list.');

}

// Sort the list

fruits.sort();

System.debug('Sorted fruits: ' + fruits);

// Remove a fruit

fruits.remove('Apple');

System.debug('Fruits after removal: ' + fruits);

// Get the first fruit

String firstFruit = fruits.get(0);

System.debug('First fruit in the list: ' + firstFruit);

// Clear the list

fruits.clear();

System.debug('Fruits after clearing: ' + fruits);

}

}

14. What are the steps to create an Apex class with methods and test your Apex Classes with an example?

Ans:

Creating an Apex class and testing it involves several steps. Below, I’ll outline the process for both creating an Apex class with methods and writing a test class to validate its functionality.

**Steps to Create an Apex Class**

1. **Navigate to the Developer Console**:
   * In Salesforce, click on the gear icon (Setup) and select **Developer Console**.
2. **Create a New Apex Class**:
   * In the Developer Console, click on **File** > **New** > **Apex Class**.
   * Enter a name for your class (e.g., Calculator) and click **OK**.
3. **Define Your Class and Methods**:
   * Write the code for your class and its methods. Here's an example class that provides basic arithmetic operations.

public class Calculator {

// Method to add two numbers

public static Decimal add(Decimal a, Decimal b) {

return a + b;

}

// Method to subtract two numbers

public static Decimal subtract(Decimal a, Decimal b) {

return a - b;

}

// Method to multiply two numbers

public static Decimal multiply(Decimal a, Decimal b) {

return a \* b;

}

// Method to divide two numbers

public static Decimal divide(Decimal a, Decimal b) {

if (b == 0) {

throw new DivideByZeroException('Cannot divide by zero');

}

return a / b;

}

}

1. **Save the Class**:
   * Click on the **Save** icon or press Ctrl + S to save your class.

**Steps to Test Your Apex Class**

1. **Create a New Test Class**:
   * In the Developer Console, click on **File** > **New** > **Apex Class**.
   * Enter a name for your test class (e.g., CalculatorTest) and click **OK**.
2. **Write Test Methods**:
   * Use the @isTest annotation to define your test class and methods. Below is an example test class that tests the Calculator class.

@isTest

public class CalculatorTest {

// Test the add method

@isTest

static void testAdd() {

Decimal result = Calculator.add(5, 10);

System.assertEquals(15, result, '5 + 10 should equal 15');

}

// Test the subtract method

@isTest

static void testSubtract() {

Decimal result = Calculator.subtract(10, 5);

System.assertEquals(5, result, '10 - 5 should equal 5');

}

// Test the multiply method

@isTest

static void testMultiply() {

Decimal result = Calculator.multiply(5, 4);

System.assertEquals(20, result, '5 \* 4 should equal 20');

}

// Test the divide method

@isTest

static void testDivide() {

Decimal result = Calculator.divide(20, 4);

System.assertEquals(5, result, '20 / 4 should equal 5');

// Test division by zero

Boolean exceptionThrown = false;

try {

Calculator.divide(5, 0);

} catch (DivideByZeroException e) {

exceptionThrown = true;

}

System.assertEquals(true, exceptionThrown, 'Dividing by zero should throw an exception');

}

}

1. **Save the Test Class**:
   * Click on the **Save** icon or press Ctrl + S to save your test class.

**Running the Tests**

1. **Run the Test Class**:
   * In the Developer Console, click on **Test** > **New Run**.
   * Select your test class (CalculatorTest) and click on the **Run** button.
2. **Check Test Results**:
   * After the tests run, the results will be displayed in the **Test Results** panel. You can see which tests passed and which failed.
3. **View Debug Logs** (if needed):
   * If you want to see detailed logs of the test execution, you can check the **Logs** tab in the Developer Console.

15. How to retrieve data from the Salesforce database according to the specified conditions and objects using SOQL Queries.

Ans:

In Salesforce, SOQL (Salesforce Object Query Language) is used to query and retrieve data from the Salesforce database. It is similar to SQL (Structured Query Language) but is designed specifically for Salesforce's data model.

**Basic Structure of a SOQL Query**

A SOQL query typically has the following structure:

SELECT fields FROM object WHERE conditions

* **SELECT**: Specifies the fields you want to retrieve.
* **FROM**: Indicates the object (standard or custom) from which to retrieve the data.
* **WHERE**: Filters the records based on specified conditions.

**Steps to Retrieve Data Using SOQL Queries**

1. **Identify the Object**: Determine the object you want to query. This could be a standard object (like Account, Contact, or Opportunity) or a custom object (like MyCustomObject\_\_c).
2. **Specify the Fields**: Identify the fields you want to retrieve from the object.
3. **Set Conditions**: Define any conditions to filter the results. Conditions can include comparisons, logical operators, and functions.

**Example SOQL Queries**

Here are some examples of SOQL queries to illustrate how to retrieve data:

1. **Retrieve All Fields from an Object**:

SELECT Id, Name, Industry FROM Account

This query retrieves the Id, Name, and Industry fields from all Account records.

1. **Filter Records Using WHERE Clause**:

SELECT Id, Name FROM Contact WHERE AccountId = '001xxxxxxxxxxxxxxx'

This retrieves all Contacts associated with a specific Account, where the AccountId matches the specified value.

1. **Using Operators**:

SELECT Id, Name FROM Opportunity WHERE Amount > 10000 AND StageName = 'Closed Won'

This retrieves Opportunities with an Amount greater than 10,000 and a Stage of 'Closed Won'.

1. **Sorting Results**:

SELECT Id, Name, CreatedDate FROM Case ORDER BY CreatedDate DESC

This retrieves Cases and sorts them by CreatedDate in descending order.

1. **Using LIMIT to Control the Number of Records**:

SELECT Id, Name FROM Account LIMIT 5

This retrieves the first 5 Account records.

1. **Using Aggregate Functions**:

SELECT COUNT(Id), StageName FROM Opportunity GROUP BY StageName

This retrieves the count of Opportunities grouped by their StageName.

1. **Using Subqueries**:

SELECT Id, Name, (SELECT Id, Subject FROM Tasks) FROM Account

This retrieves Accounts along with their related Tasks.

**Executing SOQL Queries in Apex**

You can execute SOQL queries within Apex code using the same syntax. Here’s an example:

public class AccountService {

public List<Account> getActiveAccounts() {

List<Account> activeAccounts = [SELECT Id, Name, Industry FROM Account WHERE IsActive = true];

return activeAccounts;

}

}

**Executing SOQL Queries in the Developer Console**

You can also execute SOQL queries directly in the Developer Console:

1. Open the **Developer Console** from the Salesforce interface.
2. Click on the **Query Editor** tab.
3. Enter your SOQL query in the text area.
4. Click the **Execute** button to run the query and see the results in the grid below.

16. Discuss the way to search fields across multiple standard and custom object records in Salesforce using SOSL queries.

Ans:

In Salesforce, **SOSL (Salesforce Object Search Language)** is used to search across multiple standard and custom objects simultaneously. SOSL is powerful for searching across different records in Salesforce, whether you want to search for specific text or find a match within multiple objects. Here's how to search fields across multiple standard and custom objects in Salesforce using SOSL queries:

**1. SOSL Syntax Overview**

SOSL allows you to search for records that match a particular text string. The basic structure of a SOSL query is:

Sql

FIND {search\_string} IN {search\_scope} FIELDS RETURNING {object1}(fields), {object2}(fields)

* search\_string: The term you're searching for, enclosed in curly braces {}.
* search\_scope: Optional. You can limit the search to specific fields like ALL FIELDS or specific field types (e.g., NAME).
* object1, object2: The Salesforce objects (standard or custom) you want to search within. You can search multiple objects.
* fields: The specific fields within each object to search. You can specify individual fields or use ALL FIELDS.

**2. Search Scope (IN clause)**

The IN clause defines the scope of your search. You can search across:

* **ALL FIELDS**: Searches all text fields within the selected objects.
* **NAME**: Searches only on the name fields of the objects.
* **STANDARD FIELDS**: Allows you to limit searches to standard fields (e.g., Account.Name).
* **Custom Fields**: You can also specify custom fields by their API names.

**3. Example SOSL Query**

Suppose you want to search for the term Acme across the **Account** and **Contact** objects, looking in their Name and Email fields. Here’s how you would write the query:

Sql

FIND {Acme} IN NAME FIELDS RETURNING Account(Name), Contact(Email, Name)

This query will search for Acme in the **Name** fields of both **Account** and **Contact** objects and return the **Name** from the **Account** object and the **Email** and **Name** from the **Contact** object.

**4. Searching Across Multiple Custom Objects**

You can also extend your SOSL queries to search through custom objects. Suppose you have a custom object named Invoice\_\_c and you want to search the InvoiceNumber\_\_c field in the custom object and the Name field in both **Account** and **Contact**:

Sql

FIND {Invoice123} IN ALL FIELDS RETURNING Account(Name), Contact(Name), Invoice\_\_c(InvoiceNumber\_\_c)

This query searches the term Invoice123 across all fields of **Account**, **Contact**, and **Invoice\_\_c**, returning the **Name** from Account and Contact objects, and the **InvoiceNumber\_\_c** from the custom Invoice object.

**5. Returning Specific Fields**

You can customize the fields to return based on your needs. You can specify multiple fields within an object or even use the ALL FIELDS option to search across all fields:

Sql

FIND {Acme} IN NAME FIELDS RETURNING Account(Name, Industry), Contact(Email, Phone), CustomObject\_\_c(CustomField\_\_c)

**6. Wildcard Characters in SOSL**

SOSL also supports wildcard characters in search strings:

* **?**: Represents a single character in the search string.
* **\***: Represents multiple characters (wildcard search).

For example, to search for any contact with a name starting with "John," you could use:

Sql

FIND {John\*} IN NAME FIELDS RETURNING Contact(Name, Email)

This query will return **Contact** records with names like John Doe, Johnathan Smith, etc.

**7. Limiting Results**

You can limit the number of results returned in a query by using LIMIT. For example, to limit the query to 5 records:

Sql

FIND {Acme} IN NAME FIELDS RETURNING Account(Name), Contact(Email) LIMIT 5

**8. Advantages of Using SOSL Over SOQL**

* **SOSL** is designed for text searches and allows for searching across multiple objects in a single query.
* **SOQL** (Salesforce Object Query Language), on the other hand, is used for querying a single object at a time and is more suitable for precise filtering and aggregation.
* Use SOSL when you need to perform a broad search across many objects and fields, whereas SOQL is ideal for working within a single object.

17. Perform the following DML operations on Account Object,

1. Insert
2. Update
3. Upsert iv) Delete

Ans:

In Salesforce, Data Manipulation Language (DML) operations allow you to interact with the database programmatically. These operations are used to insert, update, upsert, and delete records. Here's how you can perform each of these operations on the **Account** object using Apex code.

**1. Insert Operation**

The insert operation adds new records into Salesforce. It can be used for creating single or multiple records.

apex

// Create a new Account record

Account newAccount = new Account(

Name = 'Acme Corporation',

Industry = 'Technology',

AnnualRevenue = 1000000

);

// Insert the Account record into the database

insert newAccount;

* You can insert multiple records at once by using a list.

apex

// Create a list of Account records

List<Account> accountsToInsert = new List<Account>{

new Account(Name = 'Beta Corp', Industry = 'Healthcare'),

new Account(Name = 'Gamma Solutions', Industry = 'Finance')

};

// Insert the list of Accounts

insert accountsToInsert;

**2. Update Operation**

The update operation modifies existing records in Salesforce. It requires that the records already exist in the database and that their IDs are provided.

apex

// Assume that an Account record already exists with ID '0010Y00000M1wpmQAB'

Account existingAccount = [SELECT Id, Name, Industry FROM Account WHERE Name = 'Acme Corporation' LIMIT 1];

// Modify the Account's Industry

existingAccount.Industry = 'Software';

// Update the Account record

update existingAccount;

* You can also update multiple records by querying them and modifying their fields.

apex

List<Account> accountsToUpdate = [SELECT Id, Name, Industry FROM Account WHERE Industry = 'Technology'];

for (Account acc : accountsToUpdate) {

acc.Industry = 'Tech Solutions';

}

// Update the modified Account records

update accountsToUpdate;

**3. Upsert Operation**

The upsert operation is a combination of insert and update. It inserts a record if it doesn't exist, or updates it if the record already exists (based on the provided external ID or Salesforce ID).

apex

// Upsert using the Salesforce record ID

Account upsertAccount = new Account(

Id = '0010Y00000M1wpmQAB', // existing Account ID

Name = 'Acme Corporation',

Industry = 'Cloud Services'

);

// Upsert the Account record (it will update if the ID exists, insert if not)

upsert upsertAccount;

* You can also use an **external ID** to perform the upsert. For example, if you have a custom field like External\_ID\_\_c:

apex

Account upsertAccountByExternalId = new Account(

External\_ID\_\_c = 'EXT12345', // external ID field

Name = 'Global Innovations',

Industry = 'Manufacturing'

);

// Upsert the Account using the External\_ID\_\_c field

upsert upsertAccountByExternalId External\_ID\_\_c;

**4. Delete Operation**

The delete operation removes records from Salesforce. You need to ensure that the record(s) to be deleted already exist.

apex

// Delete an Account record using its Salesforce ID

Account accountToDelete = [SELECT Id FROM Account WHERE Name = 'Acme Corporation' LIMIT 1];

// Delete the Account record

delete accountToDelete;

* You can delete multiple records by querying them and passing them to the delete operation.

apex

// Query Accounts where Industry is 'Technology'

List<Account> accountsToDelete = [SELECT Id FROM Account WHERE Industry = 'Technology'];

// Delete the list of Accounts

delete accountsToDelete;

**Important Considerations:**

* **Bulk DML**: Always consider using bulk DML operations, especially when dealing with multiple records, to avoid hitting governor limits.
* **Exception Handling**: It’s a good practice to wrap DML operations in try-catch blocks to handle errors gracefully.
* **DML Limits**: Salesforce has governor limits that restrict the number of DML operations in a transaction, so you need to optimize your code to avoid exceeding these limits (for example, by performing bulk operations).
* **Partial Success**: For insert, update, and upsert operations, Salesforce supports partial success, meaning some records in the operation might succeed while others fail. You can check for this scenario using Database.SaveResult.

**Example with Bulk DML and Error Handling:**

apex

List<Account> accountsToInsert = new List<Account>{

new Account(Name = 'NewTech Corp', Industry = 'Technology'),

new Account(Name = 'EcoHealth', Industry = 'Healthcare')

};

try {

// Perform bulk insert

insert accountsToInsert;

} catch (DmlException e) {

// Handle any DML exception

System.debug('Error inserting accounts: ' + e.getMessage());

}

This example ensures that you handle errors and follow best practices when inserting records.

18. Discuss in detail about Apex Triggers and its types in Salesforce.

Ans:

**Apex Triggers** in Salesforce are a powerful feature that allows you to execute custom logic before or after changes to Salesforce records. They are essential for automating business processes and enforcing business rules that cannot be accomplished using declarative tools alone. Here’s an in-depth look at Apex Triggers, including their types and usage.

**1. Apex Triggers Overview**

**Definition:** An Apex Trigger is a piece of code that executes before or after a record is inserted, updated, deleted, or undeleted. Triggers are written in Apex, Salesforce’s proprietary programming language, and allow developers to implement custom business logic directly within Salesforce.

**When to Use Triggers:**

* To perform actions before or after a record is saved to the database.
* To enforce business rules that are not possible with standard validation rules.
* To perform complex calculations or operations based on changes to Salesforce records.
* To integrate with external systems or perform bulk processing tasks.

**2. Types of Apex Triggers**

Apex Triggers can be classified based on when they execute relative to the data manipulation:

**a. Before Triggers**

**Definition:** Before triggers are executed before the record is saved to the database. They are useful for validating or modifying record values before they are committed.

**Use Cases:**

* **Validation:** Ensuring data integrity by validating data before it is saved. For example, preventing a record from being inserted if a required field is missing.
* **Default Values:** Setting default values for fields before the record is saved.

**Example:**

trigger AccountBeforeInsert on Account (before insert) {

for (Account acc : Trigger.new) {

if (acc.AnnualRevenue == null) {

acc.AnnualRevenue = 1000000; // Set a default revenue if not provided

}

}

}

**b. After Triggers**

**Definition:** After triggers are executed after the record is saved to the database. They are used when you need to perform operations that depend on the record’s final state.

**Use Cases:**

* **Database Operations:** Performing operations on related records after the primary record is saved. For example, creating related records or updating other records.
* **Notifications:** Sending notifications or performing other actions based on the completion of a database operation.

**Example:**

trigger AccountAfterInsert on Account (after insert) {

for (Account acc : Trigger.new) {

// Create a new task for the account

Task newTask = new Task(

WhatId = acc.Id,

Subject = 'Follow up',

Priority = 'High'

);

insert newTask;

}

}

**c. Before and After Triggers Combined**

**Definition:** A trigger can handle multiple operations (before and after) in a single trigger, but Salesforce recommends using separate triggers for each operation type to maintain clarity and avoid confusion.

**Use Cases:**

* Handling complex scenarios where both before and after logic is needed.

**Example:**

trigger AccountTrigger on Account (before insert, after insert) {

if (Trigger.isBefore) {

for (Account acc : Trigger.new) {

if (acc.AnnualRevenue == null) {

acc.AnnualRevenue = 1000000; // Set default revenue

}

}

}

if (Trigger.isAfter) {

for (Account acc : Trigger.new) {

// Create a task after insertion

Task newTask = new Task(

WhatId = acc.Id,

Subject = 'Follow up',

Priority = 'High'

);

insert newTask;

}

}

}

**3. Trigger Context Variables**

Apex Triggers provide context variables that allow you to understand the state of the records and the trigger execution context:

* **Trigger.new**: A list of the new versions of the records being processed by the trigger.
* **Trigger.old**: A list of the old versions of the records being processed by the trigger (only available in update and delete triggers).
* **Trigger.isInsert**: Returns true if the trigger is fired due to an insert operation.
* **Trigger.isUpdate**: Returns true if the trigger is fired due to an update operation.
* **Trigger.isDelete**: Returns true if the trigger is fired due to a delete operation.
* **Trigger.isBefore**: Returns true if the trigger is fired before the data is saved to the database.
* **Trigger.isAfter**: Returns true if the trigger is fired after the data is saved to the database.

**4. Best Practices for Apex Triggers**

1. **Bulkification:** Ensure that your trigger can handle multiple records efficiently by processing them in bulk, rather than one at a time.
2. **Avoid Recursive Calls:** Implement logic to prevent recursive trigger calls that could lead to infinite loops.
3. **Use Trigger Frameworks:** Employ trigger frameworks or design patterns to manage complex logic and keep triggers manageable.
4. **Minimize SOQL Queries and DML Statements:** Optimize performance by reducing the number of SOQL queries and DML operations within triggers.
5. **Testing:** Write comprehensive test methods to ensure that your triggers work as expected and handle various scenarios.

**5. Example Trigger Use Cases**

* **Enforcing Business Rules:** Ensuring that certain conditions are met before a record is inserted or updated.
* **Maintaining Data Integrity:** Automatically correcting or standardizing data before it’s saved.
* **Automating Processes:** Creating related records, sending notifications, or performing integrations based on record changes.

Apex Triggers are a powerful tool for customizing Salesforce and ensuring that your business processes are automated and efficient. By following best practices and understanding the different types of triggers, you can leverage their full potential to enhance your Salesforce implementation.

19. Create a Table to list and describe the various Context Variables in Apex Trigger.

Ans:

Here is a table listing and describing the various **Context Variables** in Apex Triggers, which help determine the state and behavior of the trigger during execution:

| **Context Variable** | **Description** | **Usage Example** |
| --- | --- | --- |
| **Trigger.new** | Contains the new versions of the records being processed in **insert**, **update**, or **undelete** operations. It is a list of sObjects. | for (Account acc : Trigger.new) { System.debug(acc.Name); } |
| **Trigger.old** | Contains the old versions of the records being processed in **update** and **delete** operations. It is a list of sObjects. | for (Account acc : Trigger.old) { System.debug(acc.Name); } |
| **Trigger.isInsert** | Returns true if the trigger was fired due to an **insert** operation. | if (Trigger.isInsert) { // Code for insert operations } |
| **Trigger.isUpdate** | Returns true if the trigger was fired due to an **update** operation. | if (Trigger.isUpdate) { // Code for update operations } |
| **Trigger.isDelete** | Returns true if the trigger was fired due to a **delete** operation. | if (Trigger.isDelete) { // Code for delete operations } |
| **Trigger.isBefore** | Returns true if the trigger is executed **before** the record is committed to the database. | if (Trigger.isBefore) { // Code for before insert/update operations } |
| **Trigger.isAfter** | Returns true if the trigger is executed **after** the record has been committed to the database. | if (Trigger.isAfter) { // Code for after insert/update operations } |
| **Trigger.size** | Returns the number of records being processed in the trigger (useful in bulk operations). | Integer numRecords = Trigger.size; |
| **Trigger.isUndelete** | Returns true if the trigger was fired due to an **undelete** operation (restoring a record from the Recycle Bin). | if (Trigger.isUndelete) { // Code for undelete operations } |
| **Trigger.newMap** | A map of IDs to the new records for **insert** and **update** triggers. This is useful when you need to access records by their ID. | Account updatedAcc = Trigger.newMap.get(accId); |
| **Trigger.oldMap** | A map of IDs to the old records for **update** and **delete** triggers. This is useful when you need to compare the old and new versions of records. | Account oldAcc = Trigger.oldMap.get(accId); |
| **Trigger.isExecuting** | Returns true if the trigger is currently executing. This is particularly useful in recursive triggers. | if (Trigger.isExecuting) { // Prevent recursive triggers } |
| **Trigger.isTest** | Returns true if the trigger is being run in **test context** (during a test method). | if (Trigger.isTest) { // Code to handle test context differently } |
| **Trigger.contextTrigger** | A variable for understanding which trigger context is being used (e.g., the specific trigger causing execution). | System.debug('Trigger fired in context: ' + Trigger.contextTrigger); |

**Explanation of Key Context Variables:**

* **Trigger.new**: This is one of the most commonly used context variables. It holds the updated records that are being processed in the trigger. For example, in an **insert** trigger, Trigger.new will contain the new records being created.
* **Trigger.old**: Contains the old records before the update, delete, or undelete operation. It is used to compare changes made to the records.
* **Trigger.isInsert / Trigger.isUpdate / Trigger.isDelete**: These are boolean flags that allow you to check what kind of DML operation triggered the Apex code.
* **Trigger.isBefore / Trigger.isAfter**: These flags tell you whether the trigger is running **before** or **after** the records are saved to the database.
* **Trigger.size**: Useful in bulk operations to know how many records are being processed at once, which can be important for handling governor limits.
* **Trigger.newMap / Trigger.oldMap**: These variables are maps (key-value pairs) that store the records, keyed by their record ID. They're especially useful in update or delete triggers when you need to compare the old and new versions of records.
* **Trigger.isExecuting**: Used to prevent recursive triggers by checking if the trigger is already in execution.
* **Trigger.isTest**: This helps in determining if the trigger is being run during unit tests, allowing for special handling or different logic in test scenarios.

**Conclusion:**

Context variables in Apex triggers provide essential information about the trigger’s execution context. They allow developers to write more efficient and intelligent trigger logic by using these variables to handle various operations, ensure bulk processing, and prevent recursion. Understanding and using these variables is critical for writing effective, scalable, and maintainable Apex trigger code in Salesforce.

20. Discuss in detail about the Bulk Trigger Design Patterns.

### Ans: Bulk Trigger Design Patterns in Salesforce

In Salesforce, bulk processing is crucial when dealing with large volumes of data. This is especially true for Apex Triggers, as Salesforce applies **governor limits** to prevent excessive resource consumption. **Bulk Trigger Design Patterns** help in writing efficient and scalable triggers that can handle large numbers of records while respecting Salesforce’s limits.

When designing triggers, it's important to consider **bulkification**. Bulkification ensures that your code can process multiple records efficiently in a single transaction, avoiding the pitfalls of hitting governor limits.

**Key Principles of Bulkification**

1. **Process Multiple Records at Once**: Salesforce allows a maximum of 200 records to be processed in a single trigger invocation (DML operations, SOQL queries). Bulk triggers should handle these 200 records (or even more) efficiently.
2. **Avoid SOQL or DML Inside Loops**: You should never perform database operations like **SOQL queries** or **DML operations** inside a loop, as this will quickly exceed governor limits.
3. **Use Collections (Lists, Sets, Maps)**: Use collections to store data for processing in bulk and then perform DML or SOQL operations on the entire collection at once.

**Bulk Trigger Design Patterns**

Here are some design patterns commonly used to ensure efficient, bulk-safe triggers.

**1. One Trigger per Object Pattern**

* **Concept**: Always have only one trigger per object (e.g., one trigger for Account, one for Contact). This allows for better maintainability, as multiple triggers for the same object can lead to conflicts.
* **Why It's Important**: This pattern ensures that all trigger events (insert, update, delete) are handled in a single, consistent place. By consolidating logic into one trigger, it's easier to maintain and test.
* **Implementation**:
  + Use a single trigger that processes different events (insert, update, delete) with conditionals to handle each event type.
  + Delegate the logic to helper classes to keep the trigger logic clean and focused.

Apex

trigger AccountTrigger on Account (before insert, after insert, before update, after update, before delete, after delete) {

if (Trigger.isBefore) {

if (Trigger.isInsert) {

AccountTriggerHelper.beforeInsert(Trigger.new);

}

if (Trigger.isUpdate) {

AccountTriggerHelper.beforeUpdate(Trigger.new, Trigger.old);

}

}

if (Trigger.isAfter) {

if (Trigger.isInsert) {

AccountTriggerHelper.afterInsert(Trigger.new);

}

if (Trigger.isUpdate) {

AccountTriggerHelper.afterUpdate(Trigger.new, Trigger.old);

}

}

}

**2. Bulkified SOQL and DML Operations**

* **Concept**: Avoid performing **SOQL queries** or **DML operations** inside loops. Instead, gather the necessary data in collections (e.g., lists, sets, maps) and perform the database operations outside of loops.
* **Why It's Important**: Performing SOQL or DML operations inside loops causes **governor limit exceptions** because each iteration of the loop counts as a new query or DML operation. For instance, if you're processing 200 records and execute a DML operation within the loop, you could end up exceeding the 150 DML statements per transaction limit.
* **Implementation**:
  + Use **collections** to store the records and perform DML operations after the loop finishes.

apex

// Collect IDs for the records to be updated

Set<Id> accountIds = new Set<Id>();

for (Account acc : Trigger.new) {

accountIds.add(acc.Id);

}

// Perform a bulk SOQL query to retrieve related records

List<Contact> contactsToUpdate = [SELECT Id, AccountId FROM Contact WHERE AccountId IN :accountIds];

// Modify the records

for (Contact con : contactsToUpdate) {

con.Title = 'Updated';

}

// Perform a bulk DML update

update contactsToUpdate;

**3. Use of Maps for Efficient Lookups**

* **Concept**: Using **maps** (a key-value collection) for fast lookups and comparison of data can drastically improve performance and avoid the need for nested loops or multiple queries.
* **Why It's Important**: Maps allow for **constant time lookups** (O(1)), which makes it easy to compare records and update data without unnecessary iteration or repeated querying.
* **Implementation**:
  + You can use a map to track old and new values for comparison in **update triggers**, or for managing related records.

apex

trigger AccountTrigger on Account (before update) {

// Create a map of old values from Trigger.old

Map<Id, Account> oldAccountMap = new Map<Id, Account>();

for (Account acc : Trigger.old) {

oldAccountMap.put(acc.Id, acc);

}

// Iterate through new records and compare with old values

for (Account acc : Trigger.new) {

Account oldAccount = oldAccountMap.get(acc.Id);

if (acc.AnnualRevenue != oldAccount.AnnualRevenue) {

// Logic for changed revenue

}

}

}

**4. Handle Recursive Trigger Logic**

* **Concept**: Triggers can sometimes fire recursively, leading to endless loops (especially if a trigger performs a DML operation on the same object that causes the trigger to run again). You should **prevent recursive trigger execution** by using a static variable or a flag.
* **Why It's Important**: Recursive triggers can quickly exhaust governor limits (e.g., too many DML operations or too many trigger invocations), so preventing this behavior is critical for maintaining performance.
* **Implementation**:
  + Use a static variable in an Apex class to track whether a trigger has already run.

apex

public class TriggerHandler {

private static Boolean isTriggerExecuted = false;

public static void handleAccountBeforeInsert(List<Account> accounts) {

if (isTriggerExecuted) {

return;

}

isTriggerExecuted = true;

// Your logic for handling before insert

}

}

apex

trigger AccountTrigger on Account (before insert) {

TriggerHandler.handleAccountBeforeInsert(Trigger.new);

}

**5. Use of Helper Classes to Organize Business Logic**

* **Concept**: Move complex business logic out of the trigger into **helper classes** or **service classes**. This ensures that triggers remain lightweight and maintainable.
* **Why It's Important**: By separating the trigger logic from the business logic, you reduce the complexity within the trigger itself and promote code reusability and easier testing.
* **Implementation**:
  + The trigger should call methods in a helper class that encapsulate the business logic.

apex

trigger AccountTrigger on Account (before insert, before update) {

if (Trigger.isBefore) {

if (Trigger.isInsert) {

AccountTriggerHelper.handleBeforeInsert(Trigger.new);

}

if (Trigger.isUpdate) {

AccountTriggerHelper.handleBeforeUpdate(Trigger.new, Trigger.old);

}

}

}

**Helper Class Example**:

apex

public class AccountTriggerHelper {

public static void handleBeforeInsert(List<Account> newAccounts) {

// Logic for handling before insert

for (Account acc : newAccounts) {

acc.Name = acc.Name.toUpperCase();

}

}

public static void handleBeforeUpdate(List<Account> newAccounts, List<Account> oldAccounts) {

// Logic for handling before update

for (Integer i = 0; i < newAccounts.size(); i++) {

Account newAcc = newAccounts[i];

Account oldAcc = oldAccounts[i];

if (newAcc.AnnualRevenue != oldAcc.AnnualRevenue) {

newAcc.Name = newAcc.Name + ' - Updated';

}

}

}

}

**6. Handle DML Failures Gracefully**

* **Concept**: Always handle DML failures gracefully using Database.DMLOptions and check for partial successes (if only some of the records are successfully inserted or updated).
* **Why It's Important**: Salesforce allows partial success when performing bulk DML operations. By handling failures and reporting them properly, you can ensure the integrity of your application.
* **Implementation**:
  + Use Database.insert(), Database.update(), and handle the **DML result**.

apex

List<Account> accountsToInsert = new List<Account>{ /\* accounts \*/ };

Database.SaveResult[] results = Database.insert(accountsToInsert, false); // false for partial success

for (Database.SaveResult sr : results) {

if (sr.isSuccess()) {

System.debug('Insert succeeded: ' + sr.getId());

} else {

System.debug('Insert failed: ' + sr.getErrors()[0].getMessage());

}

}

UNIT III

21. What is the purpose of writing unit tests in Apex, and how do they contribute to maintaining code quality?

Ans:

**Purpose of Writing Unit Tests in Apex**

Writing **unit tests** in **Apex** is essential for ensuring that the code behaves as expected and that it continues to function correctly as the system evolves. Salesforce requires that all Apex code be tested before it can be deployed to a production environment, and unit tests serve a critical role in achieving that requirement. The primary purpose of writing unit tests in Apex can be outlined as follows:

1. **Verify Code Functionality**: Unit tests help confirm that your Apex code works as expected by testing individual components of your code (such as methods, classes, or triggers) in isolation. They simulate different scenarios and conditions to ensure the logic is correct.
2. **Ensure Code Coverage**: Salesforce requires at least **75% test coverage** of your Apex code before it can be deployed to production. Unit tests are essential in achieving this code coverage by executing your classes and triggers with different input conditions.
3. **Prevent Future Breakage**: When you write unit tests, you are ensuring that future changes to your code do not inadvertently break existing functionality. This is especially important when multiple developers are working on the same project or when the Salesforce application undergoes frequent updates.
4. **Support Refactoring and Enhancements**: Unit tests provide a safety net when refactoring code or adding new features. If changes break existing functionality, unit tests will flag the issue, allowing you to address it early in the development process.
5. **Improve Code Quality**: By writing tests, developers are forced to think more carefully about their code's behavior. This promotes better coding practices, as developers often need to account for edge cases, performance considerations, and the handling of different inputs.

**How Unit Tests Contribute to Maintaining Code Quality**

Unit tests are not just a requirement for deployment—they play a significant role in maintaining the **quality, stability, and reliability** of your Apex codebase. Here's how they contribute to code quality:

**1. Improving Reliability**

* **Catch Bugs Early**: Writing unit tests helps identify bugs early in the development process, before the code is deployed to production. Tests verify that the business logic is implemented correctly, and they make it easier to find and fix issues before they affect users.
* **Continuous Regression Testing**: Unit tests can be run continuously (or automatically through a CI/CD pipeline) to ensure that new features or changes do not introduce regressions—i.e., previously fixed issues that are reintroduced in later code changes.

**2. Ensuring Consistency**

* **Consistency Across Environments**: Unit tests ensure that the code behaves consistently in all environments (e.g., developer sandbox, test environments, production). With properly written tests, you can be confident that your code functions the same way in all environments and is not environment-dependent.
* **Standardized Testing Framework**: Apex provides a built-in testing framework with tools like **Test.startTest()** and **Test.stopTest()**, as well as assertion methods, which standardize the way tests are written and executed. This consistency in testing methodology helps ensure uniformity in test coverage.

**3. Supporting Collaboration**

* **Facilitates Team Collaboration**: In larger teams, unit tests help ensure that code changes made by different developers do not interfere with one another. When each developer writes tests for their code, it becomes easier for the team to collaborate, knowing that the unit tests will catch issues that might arise from integration or conflict.
* **Documentation**: Unit tests act as live documentation for how the code is supposed to behave. Anyone new to the project or working on the code can refer to the tests to understand the expected behavior of various components.

**4. Ensuring Scalability**

* **Testing Bulk Operations**: Since Salesforce often involves working with large volumes of data, unit tests help verify that your code handles bulk operations correctly. By including tests that cover bulk insert, update, and delete operations, you ensure that your code can scale effectively without hitting governor limits.
* **Handling Edge Cases**: Unit tests help account for edge cases (e.g., null values, empty fields, or incorrect data types), which can otherwise lead to unpredictable behaviors. By testing for these edge cases, developers ensure that their code is robust and works correctly under all conditions.

**5. Maintaining Code Integrity**

* **Encourage Best Practices**: Writing unit tests often leads to better coding practices. When writing tests, developers are encouraged to write **modular, reusable, and decoupled code** that is easier to test. This improves the overall maintainability of the codebase.
* **Code Refactoring with Confidence**: When refactoring or optimizing Apex code, unit tests provide confidence that the new version of the code works as expected and does not break the existing functionality. Without tests, refactoring could lead to bugs, which might only surface after deployment.

**6. Ensuring Performance**

* **Testing Performance Under Load**: Unit tests help evaluate the performance of code by simulating how it will behave when processing a large number of records. By testing with large datasets, you can identify performance bottlenecks and optimize your code to prevent slowdowns.
* **Limit Handling**: Salesforce imposes **governor limits** (e.g., limits on the number of SOQL queries, DML operations, and script statements). Unit tests ensure that your code is optimized for these limits and helps prevent runtime errors caused by exceeding them.

**Benefits of Unit Testing in Apex**

1. **Improved Quality and Reliability**: Regular unit testing ensures that your code is reliable and stable, both during development and in production.
2. **Early Bug Detection**: Unit tests help detect and fix issues early in the development cycle, reducing the cost and time of bug fixes.
3. **Faster Development Cycles**: With tests in place, developers can move quickly, knowing that tests will catch regressions or bugs, reducing the need for manual testing.
4. **Compliance with Salesforce Deployment Requirements**: Apex code requires at least **75% code coverage** to be deployed to production. Unit tests ensure that you meet this requirement, enabling smoother deployments.
5. **Easier Debugging and Maintenance**: Unit tests act as documentation for the expected behavior of the code and make debugging easier by quickly identifying where issues are occurring.
6. **Confidence in Changes and Refactoring**: When code changes or refactoring occurs, unit tests allow developers to verify that the modifications do not break existing functionality, fostering innovation without fear of destabilizing the system.

22. Explain the @isTest annotation in Apex. Why is it used, and what are its key benefits?

Ans:

**@isTest Annotation in Apex**

The **@isTest** annotation in Apex is used to define test classes or test methods within Salesforce. Apex code runs on Salesforce servers, and Salesforce enforces **unit testing** as part of the deployment process. Any code being deployed must have at least 75% test coverage, and tests must be written to ensure that the business logic in Apex classes and triggers is correct and functioning as expected.

**Purpose of the @isTest Annotation**

The **@isTest** annotation serves the following primary purposes:

1. **Marking Test Classes and Methods**: It marks Apex classes or methods as test code. This ensures that Salesforce understands the code will be used for testing purposes and thus does not count towards your organization’s daily limits on resources such as the number of DML operations or SOQL queries (as test code is executed in a separate context).
2. **Enabling Test-Specific Execution Context**: When a class or method is marked with **@isTest**, it ensures that it runs in a **test execution context** that allows developers to:
   * Make DML operations without affecting production data.
   * Perform bulk operations while avoiding exceeding governor limits.
   * Use Salesforce's built-in test data factories and utilities for testing scenarios (without interfering with live data).
3. **Ensure High-Quality Code**: The **@isTest** annotation helps developers build comprehensive test cases that ensure the business logic, flow, and functionality in the application are correct before deployment.

**Key Benefits of Using @isTest**

1. **Isolation from Live Data**:
   * Test code runs in isolation, meaning that no changes will be made to actual records in the Salesforce database. This is achieved using the **Test.startTest()** and **Test.stopTest()** methods, as well as by generating mock data.
   * This also ensures that test data does not count toward storage limits or affect real records.
2. **Governor Limit Protection**:
   * Salesforce provides a higher limit for **test execution** (for example, you can run up to 100 SOQL queries and perform up to 150 DML operations in a test method). The **@isTest** annotated methods will not count against the organization's **normal** governor limits, making it easier to write tests that interact with large datasets.
3. **Comprehensive Coverage**:
   * Apex tests marked with **@isTest** allow you to simulate multiple scenarios (e.g., inserting, updating, or deleting records) in a controlled environment. Writing test cases with **high coverage** ensures that the code behaves as expected in different conditions, which can prevent bugs and improve the overall quality of the code.
4. **No Impact on Production**:
   * The code in **@isTest** annotated classes or methods does not execute in production unless explicitly invoked in a testing context (i.e., through automated test runs). This helps ensure no unintended data changes or performance issues occur due to testing.
5. **Better Deployment**:
   * Before deploying Apex code to production, Salesforce requires at least 75% test coverage of your Apex code. Only test methods annotated with **@isTest** are considered in this coverage calculation, so it is necessary for ensuring the required level of test coverage is achieved.
6. **Support for Test Data Creation**:
   * **@isTest** annotated test classes often make use of test data creation methods like Test.loadData(), **Test.startTest()**, and **Test.stopTest()**, allowing you to simulate complex scenarios without polluting your org with unnecessary records.
7. **Debugging and Testing without Limits**:
   * When writing test code, developers can set up custom objects and fields, use assertions to verify expected values, and debug the code without worrying about hitting limits.

**Key Features of @isTest**

1. **Test Methods**: Any method marked with **@isTest** will be considered a test method, and you can include assertions to verify the behavior of your code.

apex

@isTest

public class MyTestClass {

@isTest

static void testMethod() {

Account testAccount = new Account(Name = 'Test Account');

insert testAccount;

// Use assertions to verify behavior

System.assertNotEquals(null, testAccount.Id);

}

}

1. **Test Data Creation**: Salesforce recommends using **@isTest** methods to create and manipulate test data, without worrying about consuming real data.

apex

@isTest

public class MyTestClass {

@isTest

static void createTestData() {

Account acc = new Account(Name = 'Test Account');

insert acc;

// Additional test logic can go here

}

}

1. **Test Start and Stop**: Use **Test.startTest()** and **Test.stopTest()** to mark boundaries for test execution and gain more accurate performance measurements.

apex

@isTest

public class MyTestClass {

@isTest

static void testMethod() {

Test.startTest();

// Test code to evaluate performance

Test.stopTest();

}

}

1. **Test Data Manipulation**: **@isTest** methods allow for the insertion, updating, and deletion of records in the test context, but these changes do not affect live data in the Salesforce database.

**Considerations When Using @isTest**

* **No Access to Non-Test Data**: Test methods do not have access to live data in the production database unless it’s explicitly made available through **Test.loadData()**.
* **Test Methods Cannot Use System.assert() Statements**: Assertions like System.assertEquals() or System.assertNotEquals() help verify that the code is working correctly. If the assertion fails, the test fails, helping you detect bugs.
* **Test Data Limitation**: Salesforce has a limit on the number of test records that can be inserted or manipulated in one test execution. Typically, you can insert up to 200 test records.

**Best Practices for Using @isTest**

1. **Use Assertions**: Always use assertions to validate that your code performs as expected. Assertions help to confirm that the right data is being processed and that all business logic is correctly followed.
2. **Avoid Using Real Data in Tests**: Always create mock data in your test methods rather than relying on existing records from your Salesforce org to avoid dependencies on live data.
3. **Test Both Positive and Negative Scenarios**: Write test methods for both successful and unsuccessful scenarios to cover all possible outcomes.
4. **Use Test.startTest() and Test.stopTest()**: These methods help you manage governor limits effectively during test execution by resetting them when necessary.
5. **Test Bulk Data**: Ensure that your triggers and classes are bulkified by testing with a variety of records (typically 200 or more) to make sure they can handle bulk operations efficiently.
6. **Use @isTest(SeeAllData = false)**: This is the default setting and prevents tests from interacting with live data. Ensure this setting is in place unless you explicitly need to access live data for your tests.

23. Discuss about the best practices for writing effective unit tests in Apex?

Ans:

Writing effective unit tests in Apex is crucial for ensuring that your Salesforce code is reliable, maintainable, and performs as expected. Salesforce requires that at least 75% of your Apex code is covered by unit tests before it can be deployed to production. However, beyond meeting this requirement, well-written unit tests help catch bugs, validate business logic, and improve code quality. Here are some best practices for writing effective unit tests in Apex:

**1. Follow the Arrange-Act-Assert Pattern**

* **Arrange:** Set up the test environment and create the necessary test data.
* **Act:** Execute the code or functionality that you are testing.
* **Assert:** Verify that the code behaves as expected by asserting the results.

**Example:**

@isTest

private class AccountTest {

@isTest

static void testAccountDiscountCalculation() {

// Arrange

Account acc = new Account(Name = 'Test Account', AnnualRevenue = 500000);

insert acc;

// Act

Decimal discount = OpportunityDiscountCalculator.calculateDiscount(acc.AnnualRevenue);

// Assert

System.assertEquals(50000, discount, 'Discount should be 10% of AnnualRevenue');

}

}

**2. Use Test Data Factories**

* **Definition:** Create reusable methods for generating test data to avoid duplicating code across multiple test methods.
* **Purpose:** Improves test maintainability and readability.

**Example:**

public class TestDataFactory {

public static Account createAccount(String name, Decimal revenue) {

Account acc = new Account(Name = name, AnnualRevenue = revenue);

insert acc;

return acc;

}

}

@isTest

private class AccountTest {

@isTest

static void testAccountDiscountCalculation() {

// Use factory method

Account acc = TestDataFactory.createAccount('Test Account', 500000);

// Act and Assert

Decimal discount = OpportunityDiscountCalculator.calculateDiscount(acc.AnnualRevenue);

System.assertEquals(50000, discount);

}

}

**3. Test for Bulk Operations**

* **Definition:** Ensure that your code can handle bulk operations by testing with multiple records.
* **Purpose:** Prevents governor limit issues and ensures scalability.

**Example:**

@isTest

private class BulkInsertTest {

@isTest

static void testBulkInsert() {

List<Account> accounts = new List<Account>();

for (Integer i = 0; i < 200; i++) {

accounts.add(new Account(Name = 'Bulk Account ' + i, AnnualRevenue = 100000 \* i));

}

insert accounts;

// Verify bulk operations

System.assertEquals(200, [SELECT COUNT() FROM Account]);

}

}

**4. Test Positive and Negative Scenarios**

* **Definition:** Validate both expected and unexpected outcomes to ensure robustness.
* **Purpose:** Ensures that your code handles various conditions and edge cases.

**Example:**

@isTest

private class DiscountTest {

@isTest

static void testPositiveScenario() {

Account acc = new Account(Name = 'Valid Account', AnnualRevenue = 1000000);

insert acc;

Decimal discount = OpportunityDiscountCalculator.calculateDiscount(acc.AnnualRevenue);

System.assertEquals(100000, discount);

}

@isTest

static void testNegativeScenario() {

Account acc = new Account(Name = 'Invalid Account', AnnualRevenue = -50000);

insert acc;

Decimal discount = OpportunityDiscountCalculator.calculateDiscount(acc.AnnualRevenue);

System.assertEquals(0, discount, 'Discount should be zero for negative revenue');

}

}

**5. Use @isTest Annotation Correctly**

* **Definition:** Mark classes and methods with @isTest to indicate that they contain test code.
* **Purpose:** Ensures that these methods do not count against your organization’s Apex code limits.

**Example:**

@isTest

private class MyTestClass {

@isTest

static void myTestMethod() {

// Test code here

}

}

**6. Test for Governor Limits**

* **Definition:** Verify that your code does not exceed Salesforce’s governor limits, such as SOQL queries, DML statements, or CPU time.
* **Purpose:** Prevents runtime errors and ensures efficient resource usage.

**Example:**

@isTest

private class GovernorLimitsTest {

@isTest

static void testGovernorLimits() {

Test.startTest();

// Execute code that is expected to hit governor limits

Test.stopTest();

// Assert that no limits were exceeded

System.assertEquals(0, Limits.getDMLStatements(), 'DML statements exceeded the limit');

}

}

**7. Verify Data Integrity**

* **Definition:** Ensure that the state of data is as expected after executing the code.
* **Purpose:** Confirms that the operations performed by your code do not leave data in an inconsistent state.

**Example:**

@isTest

private class DataIntegrityTest {

@isTest

static void testDataIntegrity() {

Account acc = new Account(Name = 'Test Account', AnnualRevenue = 1000000);

insert acc;

// Act

Opportunity opp = new Opportunity(Name = 'Test Opportunity', AccountId = acc.Id, StageName = 'Prospecting', CloseDate = System.today());

insert opp;

// Verify

Account result = [SELECT AnnualRevenue FROM Account WHERE Id = :acc.Id];

System.assertEquals(1000000, result.AnnualRevenue, 'AnnualRevenue should remain unchanged');

}

}

**8. Ensure Proper Isolation of Tests**

* **Definition:** Each test method should be independent and not rely on data or state from other tests.
* **Purpose:** Avoids test failures due to interdependencies and ensures accurate test results.

**Example:**

@isTest

private class IsolationTest {

@isTest

static void testMethodOne() {

Account acc1 = new Account(Name = 'Account 1');

insert acc1;

// Test logic for acc1

}

@isTest

static void testMethodTwo() {

Account acc2 = new Account(Name = 'Account 2');

insert acc2;

// Test logic for acc2

}

}

**9. Mock Callouts for Testing**

* **Definition:** Use mock responses for HTTP callouts to avoid making real external requests.
* **Purpose:** Ensures that your tests are predictable and do not depend on external systems.

**Example:**

@isTest

private class MockCalloutTest {

@isTest

static void testHttpCallout() {

// Setup mock response

Test.setMock(HttpCalloutMock.class, new MockHttpResponseGenerator());

// Perform test

MyCalloutClass.doCallout();

// Assert callout behavior

// Check results or side effects

}

private class MockHttpResponseGenerator implements HttpCalloutMock {

public HTTPResponse respond(HTTPRequest req) {

HttpResponse res = new HttpResponse();

res.setHeader('Content-Type', 'application/json');

res.setBody('{"status":"success"}');

res.setStatusCode(200);

return res;

}

}

}

**10. Maintain Test Coverage and Quality**

* **Definition:** Ensure that your tests cover a wide range of scenarios and edge cases.
* **Purpose:** Provides confidence in the stability and correctness of your code.

**Example:**

@isTest

private class CoverageAndQualityTest {

@isTest

static void testFullCoverage() {

// Test methods that cover all branches and scenarios of your code

// Test with various inputs and edge cases

}

}

24. How do you test an Apex Trigger to ensure it functions correctly in various scenarios?

Ans:

Testing an **Apex Trigger** in Salesforce is crucial to ensure that the trigger works as expected in various scenarios, such as creating, updating, and deleting records, as well as handling bulk operations and edge cases. Here's a step-by-step guide on how to test an Apex Trigger to ensure it functions correctly in different scenarios.

**Steps to Test an Apex Trigger**

1. **Understand the Trigger Logic**
   * Before you write test cases, understand the trigger's logic. Review the trigger's **events** (e.g., before insert, after update, etc.), **object(s)** involved, and **business rules** it enforces (e.g., validation, data manipulation).
   * Identify the possible outcomes and edge cases, such as:
     + Valid input records.
     + Invalid input records (e.g., missing required fields).
     + Bulk operations (handling large volumes of data).
     + Updates that might trigger other processes or workflows.
2. **Create a Test Class**
   * In Salesforce, Apex tests are written inside **@isTest** annotated classes and methods. These classes allow you to simulate real-world conditions without affecting actual data in the system.

Example structure for the test class:

apex

@isTest

public class TriggerTestClass {

@isTest

static void testTriggerFunctionality() {

// Set up test data and invoke DML operations (insert, update, etc.)

// Use assertions to verify that the trigger works as expected

}

}

**Key Scenarios to Test for an Apex Trigger**

**1. Test Insertions**

* The most basic test scenario is inserting records that fire the trigger's logic. This checks whether the trigger behaves as expected when new records are added to the database.
* Example: If the trigger updates a field upon insertion, test that the field is updated correctly.

**Example Test Method for Insert:**

apex

@isTest

static void testInsertTrigger() {

// Create test record

Account acc = new Account(Name = 'Test Account');

insert acc; // This triggers the insert logic in the trigger

// Fetch the record to validate trigger behavior

Account insertedAcc = [SELECT Id, Name FROM Account WHERE Id = :acc.Id];

System.assertEquals('Test Account', insertedAcc.Name);

}

**2. Test Updates**

* If your trigger runs on **before update** or **after update**, you need to test how the trigger behaves when an existing record is updated.
* Example: If the trigger modifies a field or creates a related record upon an update, verify that it behaves correctly after updating the record.

**Example Test Method for Update:**

apex

@isTest

static void testUpdateTrigger() {

Account acc = new Account(Name = 'Test Account');

insert acc; // First insert

// Update the record to fire the update trigger

acc.Name = 'Updated Account';

update acc;

// Validate that the update behavior is as expected

Account updatedAcc = [SELECT Name FROM Account WHERE Id = :acc.Id];

System.assertEquals('Updated Account', updatedAcc.Name);

}

**3. Test Deletions**

* If the trigger is set to fire on **before delete** or **after delete**, you need to test the scenario where records are deleted, ensuring the trigger handles this properly.
* Example: If a delete operation should trigger the removal of related records, ensure that the related records are deleted as expected.

**Example Test Method for Delete:**

apex

@isTest

static void testDeleteTrigger() {

Account acc = new Account(Name = 'Test Account');

insert acc; // Insert the record first

// Delete the record to trigger the delete logic

delete acc;

// Verify that the record was deleted successfully

Account deletedAcc = [SELECT Id FROM Account WHERE Id = :acc.Id LIMIT 1];

System.assert(deletedAcc == null); // Record should not exist

}

**4. Test Bulk Operations**

* Salesforce applies strict governor limits to prevent excessive resource usage. So, you must ensure that your trigger is **bulkified** (i.e., it handles bulk operations like inserting/updating multiple records at once) without hitting these limits.
* Bulk tests should insert, update, or delete large volumes of records in a single transaction to ensure the trigger handles these scenarios without exceeding governor limits.

**Example Test Method for Bulk Operations:**

apex

@isTest

static void testBulkInsert() {

List<Account> accounts = new List<Account>();

for (Integer i = 0; i < 200; i++) {

accounts.add(new Account(Name = 'Bulk Account ' + i));

}

insert accounts; // Insert 200 accounts to fire the bulk trigger logic

// Verify that all records were inserted and trigger logic worked

System.assertEquals(200, [SELECT COUNT() FROM Account WHERE Name LIKE 'Bulk Account%']);

}

**5. Test Edge Cases**

* Edge cases are scenarios that might not be frequent but could cause the trigger to fail if not handled properly. Consider testing for:
  + Null or missing required fields.
  + Invalid data types.
  + Null relationships in related records.
  + Records that do not meet the trigger’s conditions (e.g., records that shouldn’t fire the trigger).
  + Records that trigger other workflows or asynchronous processes.

**Example Test Method for Edge Cases:**

apex

@isTest

static void testNullField() {

Account acc = new Account(); // Missing required field Name

try {

insert acc;

} catch (DmlException e) {

// Verify that the exception is thrown due to missing required field

System.assert(e.getMessage().contains('FIELD\_INTEGRITY\_EXCEPTION'));

}

}

**6. Test with Test.startTest() and Test.stopTest()**

* To separate the test execution from the governor limits and ensure accurate test results, use **Test.startTest()** and **Test.stopTest()** to reset the governor limits and control the test context.

**Example Using Test.startTest() and Test.stopTest():**

apex

@isTest

static void testTriggerWithLimits() {

Test.startTest();

Account acc = new Account(Name = 'Test Account');

insert acc; // Trigger is fired here

Test.stopTest();

// Additional assertions or validations

Account insertedAcc = [SELECT Id FROM Account WHERE Id = :acc.Id];

System.assertNotEquals(null, insertedAcc.Id); // Confirm insertion

}

**Best Practices for Testing Apex Triggers**

1. **Bulkify Your Test Data**: Ensure that your tests cover bulk scenarios with large datasets (insert/update/delete 200+ records) to verify that your trigger can handle large volumes of data without hitting governor limits.
2. **Use Assertions**: Always use **System.assert()** statements to validate that the trigger performs as expected. This ensures your trigger logic is verified for correctness.
3. **Test for Governor Limits**: Use **Test.startTest()** and **Test.stopTest()** to simulate governor limits and ensure that your trigger does not exceed Salesforce's resource limits.
4. **Cover All Trigger Events**: Write tests for all relevant trigger events (before insert, after update, before delete, etc.) to ensure all parts of the trigger logic are properly tested.
5. **Test for Edge Cases**: Don’t just test for happy path scenarios—make sure your trigger handles edge cases like null values, missing required fields, and invalid data.
6. **Ensure No Data Pollution**: Since test methods run in a separate context, data created during the tests will not impact your actual production records, ensuring no data pollution.

25. What is the importance of using Test.startTest() and Test.stopTest() methods in testing Apex Triggers?

Ans:

The **Test.startTest()** and **Test.stopTest()** methods in Salesforce Apex are critical for **controlling the execution context** and **optimizing test performance** during the testing of Apex Triggers and other Apex code. These methods play a crucial role in ensuring that unit tests for Apex triggers are efficient, accurate, and conform to Salesforce's governor limits.

Here’s a breakdown of the **importance and functionality** of **Test.startTest()** and **Test.stopTest()** methods:

**1. Resetting Governor Limits**

Salesforce imposes **governor limits** (such as limits on CPU time, number of records processed, number of SOQL queries, DML operations, etc.) on each transaction to ensure fair use of resources. In the context of testing, these limits can be a challenge, especially when dealing with bulk data.

* **Test.startTest()** resets governor limits for **the test method**. This means that all DML operations (inserts, updates, deletes), SOQL queries, and other resource consumption done after this point are tracked separately and can be tested independently from the setup phase.
* **Test.stopTest()** marks the end of the section of the test that has reset governor limits. After this point, any remaining operations will count toward the governor limits in the normal manner, as if the transaction were running in a production environment.

**Why is this important?**

* Without **Test.startTest()** and **Test.stopTest()**, the limits for DML and SOQL operations in your test would be shared across the setup and test execution portions. This means that setup operations (e.g., creating test data) would consume part of the governor limits, leaving less for the actual test logic.
* By using these methods, you can ensure that the **test logic** is evaluated within the context of fresh governor limits, making your tests more accurate and fair, especially when testing with bulk records.

**2. Optimizing Test Performance**

Testing Apex code in large data volumes can involve significant processing, and Salesforce requires that unit tests run within a specific time limit to be considered successful. By using **Test.startTest()** and **Test.stopTest()**, you ensure that:

* **Test execution is separated from setup work**. The execution of your test logic (such as triggering a trigger, making DML calls, etc.) happens within a clean environment without the overhead of setup operations.
* The test logic runs **faster** and **more efficiently** by optimizing resource usage and preventing unnecessary consumption of governor limits.

**Why is this important?**

* You can focus on testing the real logic that is executed during the trigger’s lifecycle (such as bulk DML operations) without worrying about the impact of the test data setup on your governor limits.
* This allows you to write bulk test scenarios without hitting governor limits, ensuring the trigger works under real-world conditions.

**3. Separating Setup and Execution**

**Test.startTest()** and **Test.stopTest()** help you logically separate the setup phase of the test (where you prepare your data) from the actual test execution phase. This helps in:

* **Identifying issues clearly**: It becomes easier to pinpoint the exact lines of code or operations that consume limits (such as SOQL or DML) since the reset happens between **Test.startTest()** and **Test.stopTest()**.
* **Accurate testing of trigger execution**: These methods allow you to test the behavior of triggers, classes, or methods under conditions that simulate the real-world limits, providing more reliable results for bulk operations.

**4. Accurate Testing of Asynchronous Processes**

In some cases, your trigger might invoke asynchronous processes (e.g., future methods, batch jobs, queueable jobs). If the asynchronous processes need to be tested, **Test.startTest()** and **Test.stopTest()** ensure that:

* The **asynchronous processes** are executed within the limits set for the test context.
* The test runs after asynchronous operations are queued or executed, helping you verify that they behave as expected.

For instance, when testing a trigger that invokes a **future method**, you'd use **Test.startTest()** before the DML operation that triggers the future method, and **Test.stopTest()** after it to ensure that all asynchronous execution happens within the test’s governor limits.

**5. Ensuring Consistency in Bulk Testing**

In the context of bulk testing (testing how the trigger handles multiple records), **Test.startTest()** and **Test.stopTest()** are particularly useful. Bulk operations often involve large data sets and can quickly exceed governor limits, especially if not handled correctly. These methods ensure that:

* The **bulk test operations** are run in a context that doesn't get skewed by previous setup data.
* Bulk operations are executed within a **controlled context**, allowing you to simulate real-world scenarios where multiple records are processed without risking hitting governor limits.

**Best Practices for Using Test.startTest() and Test.stopTest()**

1. **Use them around the core logic**: Place **Test.startTest()** right before the main part of your test (the DML operations that will trigger the Apex code), and **Test.stopTest()** immediately after that logic.
2. **Bulk Testing**: When testing for bulk records, ensure that the bulk insert, update, or delete operations are inside the **Test.startTest()** and **Test.stopTest()** block to ensure that the governor limits are properly managed.
3. **Asynchronous Testing**: For triggers invoking asynchronous processes (e.g., future methods), wrap those actions between **Test.startTest()** and **Test.stopTest()** to ensure that asynchronous execution is properly handled within the governor limits.

**Example of Using Test.startTest() and Test.stopTest()**

apex

@isTest

public class AccountTriggerTest {

@isTest

static void testBulkInsert() {

// Setup test data

List<Account> accounts = new List<Account>();

for (Integer i = 0; i < 200; i++) {

accounts.add(new Account(Name = 'Account ' + i));

}

// Reset governor limits and start testing

Test.startTest();

// Perform bulk insert operation

insert accounts;

// End the test execution, and governor limits are applied here

Test.stopTest();

// Verify results

List<Account> insertedAccounts = [SELECT Name FROM Account WHERE Name LIKE 'Account%'];

System.assertEquals(200, insertedAccounts.size(), 'Expected 200 accounts to be inserted.');

}

}

26. How would you create test data in an Apex test class? Provide an example.

Ans:

Creating test data in an **Apex test class** is an essential part of writing unit tests for Apex code. In Salesforce, the test data created in the test class must not impact the actual production data, which is why Apex uses a **separate test context** that allows you to create and manipulate data specifically for testing purposes.

Here’s how you would go about creating test data in an Apex test class:

**Best Practices for Creating Test Data**

1. **Use the @isTest Annotation**: Any class and method that contains test code should be annotated with @isTest. This ensures that the code runs only in a test context and doesn't impact your production data.
2. **Create Test Records**: You can create test data for standard and custom objects using DML operations such as insert, update, delete, or upsert. Test records can be created manually or dynamically (e.g., using loops for bulk testing).
3. **Use Test.startTest() and Test.stopTest()**: These methods help optimize the performance of your tests by resetting governor limits, so you should create test data outside of the start-stop block.
4. **Make Test Data Independent**: Your tests should not depend on existing records in the Salesforce environment (production or sandbox). Always create your own test records in the test class.
5. **Use System.assert() for Validation**: After creating test data and performing operations, validate the outcome using System.assert() statements to confirm the expected results.

**Example of Creating Test Data in an Apex Test Class**

Suppose we want to write a test for a trigger on the Account object. This trigger could be designed to update a custom field (Custom\_Field\_\_c) whenever a new Account record is inserted.

Here’s an example of creating test data for this scenario:

apex

@isTest

public class AccountTriggerTest {

@isTest

static void testAccountInsertTrigger() {

// Step 1: Create Test Data (Account Records)

Account acc1 = new Account(Name = 'Test Account 1', Custom\_Field\_\_c = 'Initial Value');

Account acc2 = new Account(Name = 'Test Account 2', Custom\_Field\_\_c = 'Initial Value');

// Step 2: Insert the Accounts (Trigger will fire on insert)

insert new List<Account>{acc1, acc2};

// Step 3: Verify Results using assertions

// Fetch the inserted records and check the Custom\_Field\_\_c

Account insertedAcc1 = [SELECT Id, Custom\_Field\_\_c FROM Account WHERE Id = :acc1.Id];

Account insertedAcc2 = [SELECT Id, Custom\_Field\_\_c FROM Account WHERE Id = :acc2.Id];

// Validate that the trigger updated the Custom\_Field\_\_c value (for example, adding "Updated" to the field)

System.assertEquals('Updated Value', insertedAcc1.Custom\_Field\_\_c, 'Custom\_Field\_\_c should be updated.');

System.assertEquals('Updated Value', insertedAcc2.Custom\_Field\_\_c, 'Custom\_Field\_\_c should be updated.');

}

// Optional: Test for edge cases like empty or invalid data

@isTest

static void testInvalidAccountInsert() {

// Step 1: Create a test Account with missing required fields

Account acc = new Account(); // Name is missing (required field)

try {

insert acc;

} catch (DmlException e) {

// Assert that an exception was thrown due to missing required fields

System.assert(e.getMessage().contains('FIELD\_INTEGRITY\_EXCEPTION'), 'Expected exception due to missing required fields.');

}

}

}

**Explanation of the Code:**

1. **Test Class Annotation**: The class is marked with @isTest, indicating that it is a test class and should not affect the actual data in your Salesforce org.
2. **Test Method Annotation**: Each test method is annotated with @isTest. This tells Salesforce that the method should be treated as a test, and it will not be executed outside the test context.
3. **Test Data Creation**:
   * **Create Account Records**: In the testAccountInsertTrigger method, we create two Account records. For simplicity, both accounts are created with a Name and a custom field (Custom\_Field\_\_c) set to 'Initial Value'.
   * These records are used to trigger the logic inside the Account trigger.
4. **DML Operation (Insert)**:
   * After creating the records, we perform an insert operation. This triggers the trigger’s before insert or after insert logic (depending on your trigger design).
5. **Assertions**:
   * **System.assertEquals()** is used to verify that the expected field value has been updated by the trigger logic (e.g., the custom field is updated to 'Updated Value').
   * **Validate the inserted records**: After insertion, we query the records using SOQL to verify that the Custom\_Field\_\_c was updated correctly by the trigger.
6. **Edge Case Test**:
   * The second test, testInvalidAccountInsert, checks an edge case where we try to insert an Account record with missing required fields. In this case, the Name field is required for the Account object.
   * We use a try-catch block to assert that a **DMLException** is thrown due to the missing field.

27. What are the differences between using Test.loadData() and creating test data programmatically in an Apex test class?

Ans:

In Salesforce Apex, there are two main approaches to creating test data in an Apex test class:

1. **Using Test.loadData()**
2. **Creating test data programmatically using DML operations (e.g., insert, update, etc.)**

Both methods serve to create test records but have different use cases, advantages, and limitations. Let's explore these differences in detail.

**1. Test.loadData()**

**Test.loadData()** is a method used to load test data from static resources (typically CSV files) into your test context. These CSV files are uploaded as **Static Resources** in Salesforce.

**How It Works:**

* **Static Resource Upload**: First, you upload a CSV file containing the data you want to use in your tests to Salesforce as a **Static Resource**.
* **Loading the Data**: You then use Test.loadData() to load that data from the CSV file into your test class, which can be used for testing.

**Example Usage:**

1. **Upload a CSV File** (as a Static Resource) such as:

csv

Name, Custom\_Field\_\_c

Account1, TestValue1

Account2, TestValue2

Account3, TestValue3

1. **Apex Test Class**:

apex

@isTest

public class AccountTest {

@isTest

static void testLoadData() {

// Load Account data from the static resource (CSV file)

List<Account> accounts = (List<Account>) Test.loadData(Account.sObjectType, 'Test\_Account\_Data');

// Perform assertions

System.assertEquals(3, accounts.size(), 'Expected 3 accounts.');

System.assertEquals('TestValue1', accounts[0].Custom\_Field\_\_c, 'Custom\_Field\_\_c should be "TestValue1".');

}

}

In this example, Test.loadData() loads the Account data from the static resource **Test\_Account\_Data** (the CSV file).

**Advantages of Test.loadData():**

1. **Simplified Data Loading**: You can load a large volume of test data from an external CSV file, reducing the need for manually creating each record.
2. **Bulk Data Handling**: It’s useful when you need to test with bulk data, especially for performance or integration tests.
3. **Data Independence**: Test data is stored separately (in the Static Resource), making it easier to maintain and update without changing the code.
4. **Cleaner Test Code**: Using CSV files means that your test code is cleaner and easier to read because it avoids manually creating test records in code.

**Limitations of Test.loadData():**

1. **Static Data**: The data structure in the CSV file must remain consistent and static. You cannot dynamically modify it based on different test cases.
2. **No Complex Relationships**: If you need complex relationships (e.g., Account to Contact), you must ensure the CSV file contains the right IDs or relationships, which can be tricky.
3. **Requires Static Resource**: You need to upload the data as a Static Resource, which might not be ideal for every scenario or when dealing with frequent changes in test data.
4. **Limited to Simple Data**: It’s not suitable for highly dynamic test data that needs to change based on the context or business logic.

**2. Creating Test Data Programmatically**

Creating test data programmatically involves explicitly writing Apex code to insert records using DML operations like insert, update, delete, or upsert. This method provides complete control over the data you create in the test class.

**How It Works:**

* You manually create records using the new keyword and DML operations.
* You have full flexibility to set field values, create relationships between objects, and customize the data for each test scenario.

**Example Usage:**

apex

@isTest

public class AccountTest {

@isTest

static void testAccountInsert() {

// Create Account records manually

Account acc1 = new Account(Name = 'Account1', Custom\_Field\_\_c = 'TestValue1');

Account acc2 = new Account(Name = 'Account2', Custom\_Field\_\_c = 'TestValue2');

// Insert records

insert new List<Account>{acc1, acc2};

// Verify inserted records

List<Account> accounts = [SELECT Name, Custom\_Field\_\_c FROM Account WHERE Name LIKE 'Account%'];

System.assertEquals(2, accounts.size(), 'Expected 2 accounts.');

System.assertEquals('TestValue1', accounts[0].Custom\_Field\_\_c, 'Custom\_Field\_\_c should be "TestValue1".');

}

}

In this example, the test data is created directly within the test method using new and insert statements. This allows you to create any number of records and test various scenarios.

**Advantages of Creating Test Data Programmatically:**

1. **Complete Flexibility**: You can create any type of record, set custom field values, create complex relationships (e.g., Account and Contact), and modify data based on test scenarios.
2. **Dynamic Data Creation**: You can dynamically generate data for different test scenarios, which is useful for testing edge cases, invalid data, or business rules.
3. **Complex Relationships**: It’s easy to create related records (e.g., creating Account and Contact records together and linking them via IDs).
4. **No External Dependency**: You don’t need to rely on static resources or external files, making it easier to write tests for highly customized scenarios.

**Limitations of Creating Test Data Programmatically:**

1. **More Code**: Writing DML operations and creating records manually requires more lines of code, especially when you need to create bulk data.
2. **Potential for Errors**: If your data creation is complex (e.g., with multiple related records), it increases the chances of errors and can become cumbersome to maintain.
3. **Governor Limits**: If you’re creating large volumes of test data manually, you need to be cautious of hitting governor limits (though **Test.startTest()** and **Test.stopTest()** can help mitigate this).
4. **Harder to Maintain**: Test data is maintained within the Apex code itself, which can be harder to update or manage compared to storing it externally in a CSV file.

**Key Differences**

| **Aspect** | **Test.loadData()** | **Creating Test Data Programmatically** |
| --- | --- | --- |
| **Data Source** | Loads data from an external CSV file (Static Resource). | Data is created directly in the Apex code using DML. |
| **Flexibility** | Less flexible; data must be in the CSV and cannot be modified dynamically. | Highly flexible; you can create any kind of test data dynamically. |
| **Complexity of Data** | Best for simple, bulk data (no complex relationships). | Best for complex scenarios and dynamic data creation. |
| **Bulk Testing** | Ideal for bulk testing as it can easily handle large volumes of data. | Requires more code to generate bulk data, but still possible. |
| **Maintenance** | Test data is maintained in the CSV file (easier for non-developers). | Test data is maintained within the Apex test class. |
| **Performance** | No performance hit for loading bulk data. | May hit governor limits if large volumes of data are created manually. |
| **Relationships** | Harder to manage complex relationships (must use pre-defined IDs). | Easier to manage complex relationships dynamically. |
| **Best Use Case** | Bulk testing or when test data is static and frequently reused. | Testing specific scenarios, dynamic data, or complex logic. |

**Which Method to Use?**

* **Use Test.loadData()** when:
  + You need to load large amounts of test data quickly.
  + The data is static or does not change often.
  + You want to keep test data separate from code for easier maintenance.
* **Create test data programmatically** when:
  + You need full control over the test data, especially for complex relationships or business logic.
  + You need to dynamically generate test data based on the test scenario.
  + You want to test specific, edge-case conditions or simulate different data sets.

28. Write a test method for the following Apex Trigger that updates the LastName field of a Contact record to "Updated" when the FirstName is "Test":

|  |
| --- |
| trigger ContactTrigger on Contact (before insert, before update)  {  for (Contact c : Trigger.new) {  if (c.FirstName == 'Test') {  c.LastName = 'Updated';  }  }  } |

**Test the trigger for both insert and update operations**.

Ans:

To test the **Apex Trigger** that updates the LastName field of a Contact record to "Updated" when the FirstName is "Test", we need to create test methods that handle both the **insert** and **update** operations.

We will:

1. **Test the trigger during the insert** operation to verify that the LastName is updated when the FirstName is "Test".
2. **Test the trigger during the update** operation to ensure that if the FirstName changes from "Test", the LastName does not get changed.

**Test Class for ContactTrigger:**

apex

@isTest

public class ContactTriggerTest {

@isTest

static void testContactTriggerInsert() {

// Step 1: Create a new Contact record with FirstName 'Test'

Contact testContact = new Contact(FirstName = 'Test', LastName = 'Initial');

// Step 2: Insert the record and test the 'before insert' trigger functionality

insert testContact;

// Step 3: Query the Contact to verify that the LastName was updated to 'Updated'

Contact insertedContact = [SELECT FirstName, LastName FROM Contact WHERE Id = :testContact.Id];

// Assert that the LastName was updated to 'Updated'

System.assertEquals('Updated', insertedContact.LastName, 'The LastName should be updated to "Updated" when FirstName is "Test".');

}

@isTest

static void testContactTriggerUpdate() {

// Step 1: Create a new Contact record with FirstName 'Test' and LastName 'Initial'

Contact testContact = new Contact(FirstName = 'Test', LastName = 'Initial');

// Step 2: Insert the record

insert testContact;

// Step 3: Update the Contact's FirstName and ensure the trigger fires during the 'before update'

testContact.FirstName = 'UpdatedTest';

update testContact;

// Step 4: Query the Contact to verify that the LastName remains 'Updated'

Contact updatedContact = [SELECT FirstName, LastName FROM Contact WHERE Id = :testContact.Id];

// Assert that the LastName remains 'Updated' after update (it should not change)

System.assertEquals('Updated', updatedContact.LastName, 'The LastName should remain "Updated" after the FirstName is updated.');

}

}

**Explanation of the Test Class:**

**1. testContactTriggerInsert Method:**

* **Purpose**: This method tests the before insert logic of the trigger to ensure that the LastName is updated to "Updated" when the FirstName is "Test".
* **Steps**:
  1. A Contact record is created with FirstName = 'Test' and LastName = 'Initial'.
  2. The record is inserted, which triggers the **before insert** part of the trigger. The trigger should update the LastName to "Updated" when FirstName is "Test".
  3. The test then queries the inserted Contact record to check if the LastName has been updated to "Updated".
  4. The System.assertEquals() is used to confirm that the LastName is indeed "Updated".

**2. testContactTriggerUpdate Method:**

* **Purpose**: This method tests the before update logic of the trigger to ensure that the LastName remains "Updated" after an update to the FirstName field.
* **Steps**:
  1. A Contact record is created and inserted with FirstName = 'Test' and LastName = 'Initial'.
  2. After the initial insert, the FirstName is changed to "UpdatedTest". This triggers the **before update** part of the trigger.
  3. The FirstName no longer matches "Test", so the trigger should **not** change the LastName field during the update.
  4. The test queries the Contact record after the update to ensure that the LastName remains "Updated".
  5. The System.assertEquals() confirms that the LastName does not change and remains "Updated".

**Key Assertions:**

* **First Test (testContactTriggerInsert)**: The LastName should be updated to "Updated" after inserting a Contact with FirstName = 'Test'.
* **Second Test (testContactTriggerUpdate)**: After updating the FirstName to something other than "Test", the LastName should remain "Updated".

**Test Coverage:**

* The test class covers both insert and update scenarios for the ContactTrigger. It ensures that the LastName field is correctly updated during the insert operation when the FirstName is "Test" and remains unchanged during the update operation when the FirstName no longer meets the condition.

29. **Create a test class** for the following Apex class that converts a list of strings to uppercase:

|  |
| --- |
| public class StringUtils {  public List<String> convertToUpper(List<String> inputList) {  for (Integer i = 0; i < inputList.size(); i++) {  inputList[i] = inputList[i].toUpperCase();  }  return inputList;  }  } |

Write all tests that handle **empty lists** and **null** values.

Ans:

To create a test class for the StringUtils Apex class that converts a list of strings to uppercase, we will write multiple test methods to handle different scenarios. Specifically, we need to cover the following cases:

1. **Empty List**: Test the behavior when an empty list is passed in.
2. **Null List**: Test the behavior when a null list is passed in.
3. **Regular List**: Test the behavior with a regular list of strings.
4. **List with Null Elements**: Test the behavior when a list contains null values.
5. **List with Mixed Case Strings**: Test the behavior with strings that have mixed cases.

**Apex Test Class for StringUtils**

apex

@isTest

public class StringUtilsTest {

// Test when input list is empty

@isTest

static void testEmptyList() {

List<String> inputList = new List<String>();

// Create an instance of the StringUtils class

StringUtils stringUtils = new StringUtils();

// Call the method with an empty list

List<String> result = stringUtils.convertToUpper(inputList);

// Assert that the result is still an empty list

System.assertEquals(0, result.size(), 'The result should be an empty list.');

}

// Test when input list is null

@isTest

static void testNullList() {

List<String> inputList = null;

// Create an instance of the StringUtils class

StringUtils stringUtils = new StringUtils();

// Call the method with a null list and assert that the result is null

List<String> result = stringUtils.convertToUpper(inputList);

// Assert that the result is still null

System.assertEquals(null, result, 'The result should be null when the input is null.');

}

// Test when input list has strings with mixed case

@isTest

static void testListWithMixedCaseStrings() {

List<String> inputList = new List<String>{'apple', 'BaNaNa', 'grApE'};

// Create an instance of the StringUtils class

StringUtils stringUtils = new StringUtils();

// Call the method

List<String> result = stringUtils.convertToUpper(inputList);

// Assert that all strings are converted to uppercase

System.assertEquals('APPLE', result[0], 'The first element should be "APPLE".');

System.assertEquals('BANANA', result[1], 'The second element should be "BANANA".');

System.assertEquals('GRAPE', result[2], 'The third element should be "GRAPE".');

}

// Test when input list contains null elements

@isTest

static void testListWithNullElements() {

List<String> inputList = new List<String>{'apple', null, 'banana'};

// Create an instance of the StringUtils class

StringUtils stringUtils = new StringUtils();

// Call the method

List<String> result = stringUtils.convertToUpper(inputList);

// Assert that the null element is handled gracefully (remains null)

System.assertEquals('APPLE', result[0], 'The first element should be "APPLE".');

System.assertEquals(null, result[1], 'The second element should remain null.');

System.assertEquals('BANANA', result[2], 'The third element should be "BANANA".');

}

// Test when input list has a single element

@isTest

static void testSingleElement() {

List<String> inputList = new List<String>{'hello'};

// Create an instance of the StringUtils class

StringUtils stringUtils = new StringUtils();

// Call the method

List<String> result = stringUtils.convertToUpper(inputList);

// Assert that the single element is converted to uppercase

System.assertEquals('HELLO', result[0], 'The first element should be "HELLO".');

}

}

**Explanation of Test Methods:**

1. **testEmptyList**:
   * This method tests the behavior when an empty list is passed in. The expected result is also an empty list, and we assert that the size of the result is 0.
2. **testNullList**:
   * This method tests the case when the input list is null. The expected behavior is that the result should also be null. We assert that the result is null.
3. **testListWithMixedCaseStrings**:
   * This method tests a regular list of strings with mixed case (e.g., "apple", "BaNaNa", "grApE"). The expected behavior is that all strings should be converted to uppercase. We assert that each string in the result matches the uppercase version.
4. **testListWithNullElements**:
   * This method tests the case where the input list contains null values. We expect that the null elements should not cause an error and should remain null in the result. We assert that the null element is handled correctly and the other elements are converted to uppercase.
5. **testSingleElement**:
   * This method tests the case where the input list contains only one element. The expected behavior is that the single string is converted to uppercase.

**Key Points:**

* **@isTest annotation**: All test methods are marked with the @isTest annotation to ensure they are recognized as unit tests.
* **System.assertEquals()**: Used to verify that the actual results match the expected values for each test case.
* **Test Coverage**: The test class ensures good coverage for different edge cases like empty lists, null values, and mixed case strings.

30. **Write a test class** for the following Apex class that assigns the highest-priority case to a User:

public class CaseAssignment {

public static Case assignHighPriorityCase(User user) {

List<Case> highPriorityCases = [SELECT Id, Priority FROM Case WHERE Priority = 'High' LIMIT 1];

if (!highPriorityCases.isEmpty()) {

highPriorityCases[0].OwnerId = user.Id;

update highPriorityCases[0];

return highPriorityCases[0];

}

return null;

}

}

Create test data with various priority levels to ensure comprehensive testing.

Ans:

To write a test class for the CaseAssignment Apex class, we need to test the functionality of assigning the highest-priority case (Priority = 'High') to a user. The test class should:

1. Create multiple Case records with different priorities (including High priority).
2. Create a User record.
3. Verify that the highest-priority case is correctly assigned to the User.
4. Handle the case when there are no High priority cases.

**Apex Test Class for CaseAssignment**

apex

@isTest

public class CaseAssignmentTest {

// Test method to check the assignment of a high-priority case

@isTest

static void testAssignHighPriorityCase() {

// Step 1: Create a User

User testUser = new User(

Username = 'testuser@example.com',

Alias = 'tuser',

Email = 'testuser@example.com',

ProfileId = [SELECT Id FROM Profile WHERE Name = 'Standard User' LIMIT 1].Id,

TimeZoneSidKey = 'America/Los\_Angeles',

LocaleSidKey = 'en\_US',

EmailEncodingKey = 'ISO-8859-1',

LanguageLocaleKey = 'en\_US'

);

insert testUser;

// Step 2: Create cases with different priority levels

Case lowPriorityCase = new Case(

Subject = 'Low priority case',

Priority = 'Low',

Status = 'New',

Origin = 'Phone'

);

insert lowPriorityCase;

Case mediumPriorityCase = new Case(

Subject = 'Medium priority case',

Priority = 'Medium',

Status = 'New',

Origin = 'Email'

);

insert mediumPriorityCase;

Case highPriorityCase = new Case(

Subject = 'High priority case',

Priority = 'High',

Status = 'New',

Origin = 'Web'

);

insert highPriorityCase;

// Step 3: Assign the high-priority case to the created user

Case assignedCase = CaseAssignment.assignHighPriorityCase(testUser);

// Step 4: Verify that the high-priority case has been assigned to the user

System.assertNotEquals(null, assignedCase, 'A high-priority case should be assigned.');

System.assertEquals(testUser.Id, assignedCase.OwnerId, 'The high-priority case should be assigned to the correct user.');

System.assertEquals('High', assignedCase.Priority, 'The priority of the assigned case should be High.');

// Ensure that no other case is assigned (e.g., low priority or medium priority cases)

List<Case> allCases = [SELECT Id, OwnerId FROM Case WHERE Id IN :new List<Id>{lowPriorityCase.Id, mediumPriorityCase.Id, highPriorityCase.Id}];

// Assert that only the high-priority case has been assigned to the user

for (Case c : allCases) {

if (c.Id == highPriorityCase.Id) {

System.assertEquals(testUser.Id, c.OwnerId, 'The high-priority case should be assigned to the user.');

} else {

System.assertEquals(null, c.OwnerId, 'Low or medium priority cases should not be assigned.');

}

}

}

// Test method to check behavior when no high-priority case exists

@isTest

static void testNoHighPriorityCase() {

// Step 1: Create a User

User testUser = new User(

Username = 'testuser2@example.com',

Alias = 'tuser2',

Email = 'testuser2@example.com',

ProfileId = [SELECT Id FROM Profile WHERE Name = 'Standard User' LIMIT 1].Id,

TimeZoneSidKey = 'America/Los\_Angeles',

LocaleSidKey = 'en\_US',

EmailEncodingKey = 'ISO-8859-1',

LanguageLocaleKey = 'en\_US'

);

insert testUser;

// Step 2: Create cases with only low and medium priorities

Case lowPriorityCase = new Case(

Subject = 'Low priority case',

Priority = 'Low',

Status = 'New',

Origin = 'Phone'

);

insert lowPriorityCase;

Case mediumPriorityCase = new Case(

Subject = 'Medium priority case',

Priority = 'Medium',

Status = 'New',

Origin = 'Email'

);

insert mediumPriorityCase;

// Step 3: Try to assign the high-priority case when none exist

Case assignedCase = CaseAssignment.assignHighPriorityCase(testUser);

// Step 4: Verify that no case is assigned (i.e., returned value should be null)

System.assertEquals(null, assignedCase, 'No high-priority case should be assigned if none exist.');

}

}

**Explanation of the Test Class:**

**1. testAssignHighPriorityCase Method:**

* **Purpose**: This test ensures that the assignHighPriorityCase method correctly assigns a high-priority case to the user.
* **Steps**:
  1. **Create a User**: A new user is created with necessary details (e.g., Username, Email, etc.).
  2. **Create Cases**: Three cases are created with different priority levels: Low, Medium, and High.
  3. **Call the assignHighPriorityCase method**: The method is invoked, passing the user as a parameter.
  4. **Assertions**:
     + Verify that the assigned case is not null.
     + Check that the OwnerId of the assigned case matches the User's Id.
     + Ensure that the Priority of the assigned case is "High".
     + Make sure that only the high-priority case is assigned, and low and medium priority cases are not assigned.

**2. testNoHighPriorityCase Method:**

* **Purpose**: This test ensures that the method behaves correctly when there are no high-priority cases.
* **Steps**:
  1. **Create a User**: A new user is created.
  2. **Create Cases**: Only low and medium priority cases are created, no high-priority case.
  3. **Call the assignHighPriorityCase method**: The method is invoked to try to assign a high-priority case, but none exist.
  4. **Assertions**:
     + Verify that no case is assigned (the returned case is null), as no high-priority case was available.

UNIT IV

31. Why do we use Lightning Web Components in Salesforce? Write a program that displays Hello World in an input field.

Ans:

**Lightning Web Components (LWC)** is a programming model introduced by Salesforce to build fast, reusable, and efficient web components. It brings modern JavaScript standards to the Salesforce platform and allows developers to create sophisticated user interfaces with ease. Here are some of the main reasons why Lightning Web Components are used in Salesforce:

1. **Performance**:
   * LWC offers improved performance compared to the older **Aura** components because it uses **native web standards** like custom elements and the Shadow DOM. This means that LWC runs natively in the browser, which makes it faster and more efficient.
2. **Reusability**:
   * Components built with LWC are modular, meaning they can be reused across different parts of the application. You can create independent units of functionality and combine them as needed.
3. **Declarative and Reactive Programming**:
   * LWC follows a declarative approach to programming, where you describe the UI in the template, and the framework takes care of updating the DOM. It is reactive in nature, which means that when the underlying data changes, the UI automatically updates without requiring explicit DOM manipulations.
4. **Modern JavaScript**:
   * LWC leverages modern JavaScript (ES6/ES7 features), including **modules**, **async/await**, **arrow functions**, **class-based components**, and more. This makes it easier for developers who are familiar with modern JavaScript to quickly adapt to Salesforce development.
5. **Integration with Salesforce**:
   * LWC integrates seamlessly with Salesforce data using **Apex** and **Lightning Data Service (LDS)**. You can interact with Salesforce objects and data without having to write much boilerplate code.
6. **Security**:
   * LWC is built with security in mind, following Salesforce's security model, which includes **Locker Service** to protect against client-side security vulnerabilities like cross-site scripting (XSS).

**Hello World Program in Lightning Web Component**

Let's create a simple **Hello World** program that displays the message "Hello World" in an input field. This example will cover how to use a basic LWC component and bind data to an input field.

**Step-by-Step Guide**

1. **Create a Lightning Web Component**:
   * In Salesforce, go to **Developer Console** or use **Visual Studio Code** with Salesforce Extensions to create a new Lightning Web Component.
2. **Write the LWC Code**: The following code will display "Hello World" inside an input field. This example uses **two-way data binding** with the help of value and oninput attributes.

**helloWorld.html (LWC Template File)**

html

<template>

<lightning-card title="Hello World Example">

<div class="slds-p-around\_medium">

<!-- Input field to display "Hello World" -->

<lightning-input label="Enter text" value={inputText} onchange={handleInputChange}></lightning-input>

<p>Your input: {inputText}</p>

</div>

</lightning-card>

</template>

**helloWorld.js (LWC JavaScript File)**

javascript

import { LightningElement } from 'lwc';

export default class HelloWorld extends LightningElement {

// A reactive property to hold the input value

inputText = 'Hello World'; // Default value to be displayed in the input field

// Method to handle input change

handleInputChange(event) {

this.inputText = event.target.value;

}

}

**Explanation:**

1. **helloWorld.html**:
   * We use the lightning-input component to create an input field in the template.
   * The label attribute gives the field a name ("Enter text").
   * The value attribute is bound to the inputText property in the JavaScript class, so it will show the text "Hello World" initially.
   * The onchange event handler (handleInputChange) is invoked whenever the user types something in the input field.
2. **helloWorld.js**:
   * The inputText property is initialized with the value "Hello World", which will be displayed inside the input field.
   * The handleInputChange method updates the inputText property whenever the user modifies the value in the input field, thanks to the two-way data binding in LWC.
3. **lightning-card**: We use the lightning-card component to give a modern card-like UI, which is a standard Salesforce UI component.

**Deploy the Component:**

* Once the component is created, deploy it to your Salesforce org.
* You can add this component to a Lightning Page or test it in an App Builder.

**Expected Behavior:**

* When the component is loaded, the input field will display "Hello World".
* As the user types in the input field, the value of the input will be updated and displayed below the field in real-time.

**Benefits of Using LWC:**

* **Simplified Development**: The component is simple and easy to develop using modern web standards.
* **Interactive UI**: Two-way data binding allows the UI to update dynamically based on user input.
* **Scalability**: This component can be extended to create more complex applications by adding additional logic and Salesforce-specific functionality.

By leveraging **LWC**, Salesforce developers can build high-performance, reusable, and maintainable components that are tightly integrated with the Salesforce platform, providing a seamless user experience.

32. Explain in detail about LWC Module, Lifecycle Hooks and Decorators. Support with a program.

Ans:

**Lightning Web Component (LWC) Module, Lifecycle Hooks, and Decorators**

**1. LWC Module**

In Salesforce, Lightning Web Components (LWC) are organized into modules that consist of an HTML template, a JavaScript class, and an optional CSS style sheet. These modules are bundled and deployed as reusable components.

Each module can consist of the following files:

* **HTML File**: The template that defines the UI for the component.
* **JavaScript File**: Contains the logic and functionality of the component. It controls the behavior and data interactions.
* **CSS File** (Optional): This file is used for custom styling of the component.
* **Configuration File (.xml)**: This file provides metadata for the LWC to specify where and how the component can be used in Salesforce.

An LWC module can be deployed in Salesforce and used across different pages, apps, and other components.

**2. LWC Lifecycle Hooks**

Lifecycle hooks in LWC are methods that allow you to tap into different stages of a component's lifecycle. These hooks let you execute code at specific points when the component is created, updated, or destroyed.

Here are the most commonly used LWC lifecycle hooks:

1. **constructor**:
   * The constructor() method is called when the component is created.
   * It is used to initialize properties and perform any setup necessary before rendering the component.
2. **connectedCallback()**:
   * This is invoked when the component is inserted into the DOM.
   * It is a good place to perform tasks like data fetching or initializing the component when it becomes part of the page.
3. **renderedCallback()**:
   * This hook is called after the component's template has been rendered or re-rendered.
   * It’s useful for performing operations that rely on the component's DOM being available, such as third-party library integration or modifying the DOM.
4. **disconnectedCallback()**:
   * This is invoked when the component is removed from the DOM.
   * It’s useful for cleaning up or unsubscribing from events to prevent memory leaks.
5. **errorCallback()**:
   * This hook is called if there is an error while rendering the component or during its lifecycle.

**Example Program for Lifecycle Hooks**

html

<!-- lifecycleExample.html -->

<template>

<lightning-card title="LWC Lifecycle Hooks">

<div class="slds-p-around\_medium">

<p>Message from JavaScript: {message}</p>

<button onclick={handleClick}>Click Me</button>

</div>

</lightning-card>

</template>

javascript

// lifecycleExample.js

import { LightningElement } from 'lwc';

export default class LifecycleExample extends LightningElement {

message = 'Hello from LWC!';

constructor() {

super();

console.log('Constructor called');

// Perform initial setup here

}

connectedCallback() {

console.log('Component inserted into the DOM');

// Perform any setup when component is connected (e.g., API call, event listeners)

}

renderedCallback() {

console.log('Component rendered');

// Perform DOM operations here, like initializing a third-party library

}

disconnectedCallback() {

console.log('Component removed from the DOM');

// Clean up or unsubscribe from events to prevent memory leaks

}

errorCallback(error, stack) {

console.error('Error occurred in LWC:', error);

console.error('Stack trace:', stack);

}

handleClick() {

this.message = 'Button was clicked!';

console.log('Button clicked!');

}

}

**Explanation of Lifecycle Hooks**:

* **constructor()**: This is where we log when the component is initialized and set up properties (like message).
* **connectedCallback()**: Logs when the component is connected to the DOM. This is a good place to fetch data or set up event listeners.
* **renderedCallback()**: This hook is executed after the DOM has been rendered, which is useful if you need to manipulate the DOM directly or call third-party libraries.
* **disconnectedCallback()**: Logs when the component is removed from the DOM. We should clean up resources here, like event listeners or subscriptions.
* **errorCallback()**: This hook will be invoked if any error occurs during the component lifecycle.

**3. LWC Decorators**

Decorators in LWC provide additional functionality to properties and methods. They allow you to define how properties should behave, how events should be handled, and how data should be shared between components. The main decorators in LWC are:

1. **@api**:
   * Used to expose a public property or method to the parent component.
   * It allows the parent component to access and modify the child component’s properties or call its methods.
2. **@track**:
   * Used to make a property reactive.
   * If you want the component to re-render when the value of a property changes, you can use @track (although this is only needed for complex objects in LWC).
3. **@wire**:
   * Used to wire an Apex method or a Lightning Data Service (LDS) property to a component.
   * Automatically handles calling the Apex method or LDS, and keeps the component in sync with the backend.
4. **@wire (for Lightning Data Service)**:
   * It provides reactive data from Salesforce without needing to manually write code to handle events, data retrieval, or refresh logic.

**Example Program Using Decorators**

html

<!-- wireExample.html -->

<template>

<lightning-card title="Wire Decorator Example">

<div class="slds-p-around\_medium">

<p>Account Name: {account.data.Name}</p>

</div>

</lightning-card>

</template>

javascript

// wireExample.js

import { LightningElement, wire } from 'lwc';

import getAccount from '@salesforce/apex/AccountController.getAccount';

export default class WireExample extends LightningElement {

@wire(getAccount, { accountId: '001xxxxxxxxxxxx' }) account;

}

**Explanation of Decorators**:

* **@wire**: In this example, the @wire decorator is used to fetch the Account data from an Apex method (getAccount). The data is automatically reactive, so if the account data changes, the component will re-render without additional logic.

**@api Example**

html

<!-- parentComponent.html -->

<template>

<lightning-card title="Parent Component">

<c-child-component message="Hello from Parent"></c-child-component>

</lightning-card>

</template>

Javascript

// parentComponent.js

import { LightningElement } from 'lwc';

export default class ParentComponent extends LightningElement {}

html

<!-- childComponent.html -->

<template>

<lightning-card title="Child Component">

<p>{message}</p>

</lightning-card>

</template>

javascript

// childComponent.js

import { LightningElement, api } from 'lwc';

export default class ChildComponent extends LightningElement {

@api message; // Exposing a public property

}

**Explanation of @api**:

* The message property in the ChildComponent is marked with the @api decorator, which makes it public and accessible from the parent component (ParentComponent).

33. Write the steps involved in Deploying Lightning Web Component Files.

Ans:

Deploying **Lightning Web Component (LWC)** files involves several steps to ensure that the component is properly created, tested, and deployed to a Salesforce organization. Below are the detailed steps to deploy Lightning Web Component files:

**1. Set Up the Development Environment**

Before deploying LWC components, make sure your development environment is properly set up.

* **Salesforce Developer Org**: Make sure you have a Salesforce Developer Edition or a sandbox where you can deploy your components.
* **Visual Studio Code (VS Code)**: Install Visual Studio Code, a popular code editor with Salesforce extensions for development.
* **Salesforce Extensions for Visual Studio Code**: Install the Salesforce Extensions pack in VS Code. This includes tools like Salesforce CLI and Apex support.

**2. Create a Salesforce Project**

1. Open **Visual Studio Code (VS Code)**.
2. Use the **Salesforce CLI** to create a new project. Run the following command in the terminal:

bash

sfdx force:project:create --projectname myLWCProject

**3. Create a Lightning Web Component (LWC)**

1. In VS Code, open the **Command Palette** (press Ctrl+Shift+P or Cmd+Shift+P on macOS).
2. Search for SFDX: Create Lightning Web Component.
3. Choose the folder to create the component and give the component a name (e.g., helloWorld).
4. VS Code will automatically generate the following files:
   * helloWorld.html — The HTML template file.
   * helloWorld.js — The JavaScript file where logic and behavior are implemented.
   * helloWorld.css (optional) — The CSS file for styling.
   * helloWorld.xml — The configuration file that includes metadata about the component.

**4. Write the LWC Code**

Now, write the code for your LWC component.

For example, if you are creating a simple "Hello World" component:

* **helloWorld.html**:

html

<template>

<lightning-card title="Hello World Component">

<div class="slds-p-around\_medium">

<p>{message}</p>

</div>

</lightning-card>

</template>

* **helloWorld.js**:

javascript

import { LightningElement } from 'lwc';

export default class HelloWorld extends LightningElement {

message = 'Hello, World!';

}

* **helloWorld.css** (optional):

css

.slds-p-around\_medium {

background-color: #f4f6f9;

}

**5. Connect to Your Salesforce Org Using Salesforce CLI**

You need to authenticate your Salesforce org to deploy the component.

1. Open the terminal in VS Code.
2. Run the following command to log in to your Salesforce org:

bash

sfdx force:auth:web:login --setalias myOrgAlias --instanceurl https://login.salesforce.com

1. Follow the browser-based login process to authenticate with your Salesforce org.
2. After successful authentication, the CLI will be connected to your org.

**6. Push the Component to Salesforce Org (Source to Org)**

To deploy the component, use the Salesforce CLI to push the component to your org.

1. Run the following command to deploy the component:

sfdx force:source:push

1. This command will push all your source code from your local machine to the connected Salesforce org, including the LWC component.

**7. Deploy Using Salesforce Org's UI (Optional)**

You can also deploy the LWC files through Salesforce's **Setup** menu.

1. **Create an App**: In your Salesforce org, go to **Setup** and search for **App Builder**. You can create an app that will use the component.
2. **Add Component to Lightning App**:
   * Open **App Builder** and create a new Lightning Page or edit an existing one.
   * Drag and drop your newly created LWC component onto the page.
3. **Publish**: Once the component is added to the page, click **Save** and **Activate** to deploy the page with the LWC to the org.

**8. Test the Component**

After deploying, make sure to test the component:

1. Go to the Salesforce org and check the app or page where the component is deployed.
2. Make sure the component is functioning as expected. You may need to refresh the page or clear the browser cache if it doesn’t appear immediately.

**9. Use Salesforce DX (Optional)**

If you're working in a team and need to deploy changes to a shared org or version control, you can also use **Salesforce DX** (Developer Experience) to manage the deployment of LWC components.

1. **Push Changes to Scratch Org**:

sfdx force:source:push

1. **Deploy Changes to Sandboxes/Production**: You can deploy using the Salesforce CLI:

bash

Copy code

sfdx force:source:deploy -p force-app/main/default/lwc/helloWorld

1. **Validate Deployment**: Make sure that the deployment was successful by checking the component in the Salesforce org, or use the Salesforce CLI to check the deployment status.

**10. Handle Component Versioning (Optional)**

For managing versions and releases in Salesforce, it's a good practice to use version control systems like **Git** to manage your codebase.

**11. Clean Up (Optional)**

If you need to remove the LWC component from your Salesforce org:

1. Run the following command:

sfdx force:source:delete -p force-app/main/default/lwc/helloWorld

1. Alternatively, you can delete it directly from the Salesforce UI by removing it from any Lightning pages where it’s used and then deleting the component from the org.

34. Explain Handle Events in Lightning Web Components.

Ans:

### ****Handling Events in Lightning Web Components (LWC)****

In **Lightning Web Components (LWC)**, events are used to facilitate communication between components, handle user interactions, and trigger actions within the component. Handling events in LWC is fundamental to developing dynamic and responsive user interfaces.

Events in LWC can be broadly classified into two categories:

1. **DOM events**: Standard browser events like click, change, input, etc.
2. **Custom events**: Events that are defined by the developer for communication between components.

### ****1. Handling DOM Events****

DOM events are native browser events that occur in the component's DOM, such as user interactions (e.g., clicking a button, entering text, etc.). In LWC, these events are handled using event listeners and event handlers.

#### ****Example of Handling a DOM Event (e.g.,**** click****)****

html

<!-- buttonClick.html -->

<template>

<lightning-button label="Click Me" onclick={handleClick}></lightning-button>

<p>{message}</p>

</template>

javascript

// buttonClick.js

import { LightningElement } from 'lwc';

export default class ButtonClick extends LightningElement {

message = 'Button not clicked yet';

handleClick() {

this.message = 'Button clicked!';

}

}

**Explanation**:

* **HTML**: The lightning-button component is used, and the onclick event is bound to the handleClick method in the JavaScript class.
* **JavaScript**: The handleClick method updates the message property, which is displayed in the component’s template.
* When the button is clicked, the handleClick method is executed, and the text Button clicked! is displayed.

### ****2. Handling Custom Events****

Custom events allow communication between components. You can dispatch a custom event in one component and listen to it in another. Custom events are especially useful when you want to send data or trigger actions between child and parent components.

#### ****Steps for Handling Custom Events****

1. **Dispatching Custom Events**: You create and dispatch custom events using the CustomEvent constructor.
2. **Listening to Custom Events**: You listen for the custom event in a parent component or sibling components using event listeners.

#### ****Example of Dispatching and Handling a Custom Event****

##### Child Component (Dispatching the Event)

html

<!-- childComponent.html -->

<template>

<lightning-button label="Send Data" onclick={handleButtonClick}></lightning-button>

</template>

javascript

// childComponent.js

import { LightningElement } from 'lwc';

export default class ChildComponent extends LightningElement {

handleButtonClick() {

const eventDetail = { message: 'Hello from Child!' };

// Dispatch a custom event with data

const customEvent = new CustomEvent('custommessage', {

detail: eventDetail // The data to send with the event

});

this.dispatchEvent(customEvent); // Dispatch the event to the parent

}

}

##### Parent Component (Handling the Event)

html

<!-- parentComponent.html -->

<template>

<c-child-component oncustommessage={handleCustomMessage}></c-child-component>

<p>{receivedMessage}</p>

</template>

javascript

// parentComponent.js

import { LightningElement } from 'lwc';

export default class ParentComponent extends LightningElement {

receivedMessage = '';

handleCustomMessage(event) {

// Access the data sent from the child component

this.receivedMessage = event.detail.message;

}

}

**Explanation**:

* **Child Component**:
  + When the button is clicked, the handleButtonClick method is invoked.
  + A custom event named custommessage is created and dispatched, with the data { message: 'Hello from Child!' }.
* **Parent Component**:
  + The parent component listens for the custommessage event using the oncustommessage attribute.
  + When the custom event is received, the handleCustomMessage method is executed, and the message from the child is displayed in the parent component.

### ****Key Concepts in Handling Events****

1. **CustomEvent**:
   * The CustomEvent constructor is used to create custom events.
   * The detail property holds the data that is passed along with the event. This data is accessible in the handler method of the parent component.

Example:

javascript

const customEvent = new CustomEvent('eventname', { detail: { key: value } });

1. **Event Bubbling**:
   * By default, events in LWC **bubble up** the DOM. If a custom event is not handled in the child component, it will propagate to the parent components unless explicitly stopped using event.stopPropagation().
   * For DOM events, event bubbling is the default behavior, but for custom events, it depends on how you configure the event.
2. **Event Listeners**:
   * In LWC, custom events are handled using standard DOM event listeners, which are defined using the on<EventName> syntax in the parent component's template.
3. **Event Handlers**:
   * Event handlers are methods in the JavaScript class that define the actions to be performed when the event is triggered.

### ****3. Event Modifiers in Custom Events****

When dispatching custom events, you can control whether the event bubbles or is cancellable. You can configure the event using options in the CustomEvent constructor:

* **bubbles**: If true, the event will bubble up to the parent components.
* **cancelable**: If true, the event can be cancelled with event.preventDefault().
* **composed**: If true, the event can cross shadow DOM boundaries.

#### ****Example with Modifiers****

javascript

const customEvent = new CustomEvent('custommessage', {

detail: { message: 'Message from child' },

bubbles: true, // The event will bubble up the DOM

cancelable: true, // The event can be cancelled

composed: true // The event can cross shadow DOM boundaries

});

this.dispatchEvent(customEvent);

### ****4. Handling Events in Templates****

You can also handle DOM events directly in the template by binding the event handler using the on<EventName> syntax, such as onclick, onchange, onmouseover, etc.

#### ****Example****

html

<template>

<lightning-button label="Click Me" onclick={handleClick}></lightning-button>

</template>

In this case, the onclick event is bound to the handleClick method in the component's JavaScript class.

### ****Summary of Key Concepts****

* **DOM Events**: These are standard browser events (e.g., click, input, etc.) that are handled by attaching event listeners in the component’s JavaScript class.
* **Custom Events**: These are events dispatched from one component to communicate with another. They are created using CustomEvent and passed using dispatchEvent.
* **Event Bubbling**: Events propagate up the DOM tree by default, unless stopped with event.stopPropagation().
* **Event Modifiers**: Event bubbling, cancellability, and shadow DOM crossing can be controlled using bubbles, cancelable, and composed options in the CustomEvent constructor.
* **Parent-Child Communication**: Custom events are a powerful tool for passing data between components, especially in scenarios where a child component needs to inform a parent component of some action or data change.

35. Briefly write about Lightning Design System Styles with an example.

Ans:

**Lightning Design System (LDS) Styles**

The **Lightning Design System (LDS)** is a CSS framework developed by Salesforce to provide a consistent and visually appealing user interface across Salesforce applications. It follows a set of design guidelines and provides ready-to-use styles, components, and patterns that help developers build user interfaces that align with Salesforce's look and feel.

**Key Features of LDS Styles:**

1. **Predefined Styling**: LDS includes a wide range of pre-defined classes that help standardize the styling of components.
2. **Responsive Design**: Built with mobile-first and responsive design principles, LDS ensures that applications look great on all screen sizes.
3. **Customizable**: Although it offers predefined styles, developers can also extend or override the default styles to match specific branding or application needs.
4. **Consistent UI**: Using LDS ensures that your application adheres to Salesforce's standards, offering a consistent user experience.

**Example of Using Lightning Design System Styles**

In LWC, you can apply LDS styles directly in the HTML template. Here's an example that demonstrates how to use LDS to style a button and a form:

**HTML Template (LWC) Using LDS Styles**

html

<template>

<lightning-card title="User Form" icon-name="custom:custom63">

<div class="slds-p-around\_medium">

<lightning-input label="First Name" value={firstName} onchange={handleInputChange}></lightning-input>

<lightning-input label="Last Name" value={lastName} onchange={handleInputChange}></lightning-input>

<lightning-button variant="brand" label="Submit" onclick={handleSubmit}></lightning-button>

</div>

</lightning-card>

</template>

**Explanation:**

* **<lightning-card>**: A component that provides a styled card layout using LDS.
* **<lightning-input>**: An LDS component styled as an input field with built-in labels and validation.
* **<lightning-button>**: A styled button with the variant="brand" attribute to apply a specific color and style.
* **slds-p-around\_medium**: A utility class from LDS that adds padding around elements. slds-p-around\_medium is part of the utility classes in LDS, providing spacing and layout control.

**Common LDS Utility Classes**

* slds-p-around\_medium: Adds padding around the element.
* slds-text-color\_error: Applies an error color to text.
* slds-m-bottom\_large: Adds a large margin at the bottom of the element.
* slds-text-align\_center: Centers the text horizontally.

36. Briefly write about Apex Security and Sharing. Explain the importance of sharing rules.

Ans:

**Apex Security and Sharing**

In Salesforce, **Apex security and sharing** mechanisms are crucial for maintaining data privacy, ensuring proper access control, and protecting sensitive data in your applications. Apex runs on the Salesforce platform, which enforces various security models to govern who can view, edit, or delete data. These models help ensure that users can only access records that they are authorized to see.

**Key Aspects of Apex Security:**

1. **Sharing Rules**:
   * Sharing rules are used to extend the default sharing settings to specific users or groups.
   * They define which records can be shared with specific users or groups, ensuring that sensitive data is protected while allowing necessary access.
2. **With Sharing vs Without Sharing**:
   * **With Sharing**: Apex classes and triggers run in the context of the user's sharing rules, meaning the class or trigger respects the user's record-level access.
   * **Without Sharing**: Apex code does not consider the sharing rules and can access all records, regardless of the user's permissions. This is generally used for system-level operations where the user’s access needs to be overridden.

**Example**:

apex

public with sharing class MyClass {

// Code that respects sharing rules

}

public without sharing class MyClass {

// Code that does not respect sharing rules

}

1. **Run-as User**:
   * Apex code that executes in **"without sharing"** context has unrestricted access to the data, but it can also impersonate users for specific operations through the **runAs()** feature in testing.

**Importance of Sharing Rules in Apex**

Sharing rules play a vital role in controlling data access and ensuring compliance with organizational privacy policies. They are especially important for the following reasons:

1. **Data Security**: Sharing rules prevent unauthorized access to sensitive data by ensuring that users can only access records that are relevant to them, protecting data privacy.
2. **Granular Access Control**: By defining sharing rules, admins can create a more granular level of access to records, such as allowing certain groups to view or edit records based on their roles or profiles.
3. **Consistency with User Experience**: When writing Apex code that respects sharing rules (with sharing), users will experience consistent behavior across the UI and custom Apex logic. This consistency ensures that users see only the data they are permitted to access, reducing confusion and potential security risks.
4. **Compliance**: Adhering to sharing rules ensures that Salesforce applications comply with internal policies, industry regulations, and legal standards related to data security.

37. Define how SOQL differs from SQL.

Ans:

**SOQL (Salesforce Object Query Language)** and **SQL (Structured Query Language)** are both used for querying databases, but they are designed for different systems and have some key differences. Here's how they differ:

**1. Target System**

* **SOQL**: SOQL is specifically designed for querying **Salesforce**'s **object-oriented database**, which stores data as objects (such as Account, Contact, Opportunity, etc.). It is used in the Salesforce platform to interact with the Salesforce database (Salesforce's cloud database).
* **SQL**: SQL is a standard language used to query relational databases like **MySQL**, **PostgreSQL**, **Oracle**, **SQL Server**, etc., where data is stored in tables with rows and columns.

**2. Syntax**

* **SOQL**: SOQL queries are structured to retrieve data from Salesforce objects. It’s similar to SQL in many ways but has some restrictions and specific syntactical rules tailored to Salesforce’s schema.
  + **Example**:

soql

SELECT Name, Email FROM Contact WHERE LastName = 'Smith'

* + SOQL is more focused on querying Salesforce **objects** and their **fields**.
* **SQL**: SQL uses the SELECT statement to query relational databases. SQL supports more advanced features for filtering, joining, and manipulating data, as well as working with tables and complex relationships.
  + **Example**:

sql

SELECT Name, Email FROM Contacts WHERE LastName = 'Smith'

**3. Joins**

* **SOQL**: SOQL has limited support for joins. Instead of traditional JOIN operations (as in SQL), Salesforce provides **relationship queries** to traverse relationships between objects. For example, you can query a related object using dot notation (ParentObject.RelatedField).
  + **Example**:

soql

SELECT Name, Account.Name FROM Contact WHERE Account.Name = 'Acme Corp'

* + While SOQL can perform relationship queries (like querying parent-child or sibling relationships), it cannot perform complex joins as SQL does.
* **SQL**: SQL supports a wide variety of join types, such as **INNER JOIN**, **LEFT JOIN**, **RIGHT JOIN**, and **FULL JOIN**, allowing more complex data manipulation across multiple tables.
  + **Example**:

sql

SELECT c.Name, a.Name FROM Contacts c

JOIN Accounts a ON c.AccountId = a.AccountId

**4. Aggregate Functions**

* **SOQL**: SOQL has limited aggregate functions, mainly focusing on **COUNT()**, **SUM()**, **MIN()**, **MAX()**, and **AVG()**. It’s tailored for querying Salesforce objects rather than complex calculations across large datasets.
  + **Example**:

soql

SELECT COUNT() FROM Contact WHERE AccountId = '001xx000003DGXAAA'

* + SOQL does not support some advanced SQL features like grouping by multiple fields with HAVING clauses.
* **SQL**: SQL provides a wide array of aggregate functions and more advanced options for grouping and filtering, including GROUP BY, HAVING, and complex calculations across multiple tables.
  + **Example**:

sql

SELECT COUNT(\*), AVG(Salary) FROM Employees GROUP BY Department

**5. Schema Flexibility**

* **SOQL**: In Salesforce, the schema is predefined by Salesforce’s data model, which consists of **Standard** and **Custom objects**. SOQL queries only work with the available objects and fields in the Salesforce schema.
* **SQL**: SQL is used in relational databases where the schema can be more flexible, and tables can be modified or created by users. SQL queries are more flexible in working with a variety of database designs and custom table structures.

**6. Data Retrieval**

* **SOQL**: SOQL is designed to return Salesforce records, and it retrieves records in the form of **sObjects** (Salesforce objects). It’s designed to interact with Salesforce’s cloud platform and integrates seamlessly with Salesforce’s data model.
* **SQL**: SQL queries return data in the form of rows and columns, and you can manipulate this data in more complex ways, such as using **subqueries**, **window functions**, and more.

**7. Limits and Restrictions**

* **SOQL**: SOQL has strict **governor limits** in Salesforce to ensure resource usage is optimized. For example, Salesforce limits the number of records returned by a query, the number of queries in a transaction, and the total query runtime.
  + Example: Maximum of **50,000 records** returned in a single SOQL query.
* **SQL**: SQL typically does not have the same kind of limits. However, databases may impose limits based on system resources (e.g., maximum result size, query timeout), but these are less restrictive compared to Salesforce’s governor limits.

**Key Differences Summary**

| **Feature** | **SOQL** | **SQL** |
| --- | --- | --- |
| **Target System** | Salesforce cloud database (objects) | Relational databases (tables, rows) |
| **Join Support** | Limited (relationship queries) | Supports complex joins (INNER, LEFT, RIGHT, etc.) |
| **Aggregate Functions** | COUNT(), SUM(), MAX(), AVG(), MIN() | COUNT(), SUM(), AVG(), MAX(), MIN(), and more advanced aggregations |
| **Data Structure** | Salesforce Objects (sObjects) | Tables with rows and columns |
| **Flexibility** | Fixed schema based on Salesforce objects | Flexible schema, user-defined tables |
| **Query Syntax** | Object and field-based queries (using SELECT) | Table and column-based queries (using SELECT) |
| **Limits** | Governed by Salesforce governor limits | Fewer restrictions, dependent on DB resources |

38. Define a Cross-Site Request Forgery (CSFR) vulnerability.

Ans:

**Cross-Site Request Forgery (CSRF) Vulnerability**

**Cross-Site Request Forgery (CSRF)** is a type of web security vulnerability that allows an attacker to trick a user into performing unintended actions on a web application where they are authenticated. This is done by injecting malicious requests into trusted websites that the user is already logged into.

**How CSRF Works:**

1. **Victim Authentication**: The victim logs into a trusted website (e.g., a banking website or a social media platform) and is authenticated (typically using cookies or tokens for session management).
2. **Malicious Request**: The attacker tricks the victim into clicking a link, loading an image, or performing some other action that makes an HTTP request to the trusted website. This request might be embedded in a malicious email, webpage, or ad.
3. **Request Execution**: Since the victim is already authenticated on the trusted website, the malicious request is sent with the victim's session information (usually cookies or authentication tokens). The trusted website processes this request as if it were a legitimate action by the user.
4. **Unintended Action**: The victim unknowingly performs an action, such as transferring funds, changing account settings, or posting on a social media account, because the request was made with their credentials.

**Example of a CSRF Attack:**

Imagine a user is logged into a banking site, and they have an active session. An attacker could send an email with a link that looks like this:

html

<img src="https://bankingwebsite.com/transfer?amount=1000&to=attacker\_account" />

If the user clicks this link (or even just visits a malicious website with this embedded), the bank’s website will interpret the request as a legitimate action from the logged-in user and may transfer funds to the attacker's account without the user's knowledge.

**Key Characteristics of CSRF:**

* **Exploits Trust**: CSRF takes advantage of the trust that a web application has in the user's browser, not the trust the user has in the website.
* **No User Interaction**: CSRF attacks typically require no interaction from the victim beyond being tricked into visiting a malicious link or website.
* **Session-based**: The attacker relies on the fact that the victim is authenticated and has an active session (e.g., through cookies or stored credentials).

**Mitigation Techniques for CSRF:**

1. **Anti-CSRF Tokens**: Include a unique token in every form or sensitive request, which is verified by the server. This token ensures that the request came from the original source and not from a malicious attacker.
   * Example: Include a unique token in a form or request (e.g., a hidden field) that needs to match the server’s session token.
2. **SameSite Cookies**: Use the SameSite cookie attribute to restrict how cookies are sent in cross-site requests. Setting SameSite=Strict or SameSite=Lax prevents cookies from being sent with cross-site requests.
3. **Referer Header Checking**: Check the Referer HTTP header to verify that the request originated from a trusted domain.
4. **Double Submit Cookies**: Require the same token to be sent both in a cookie and as a request parameter, and validate that they match.
5. **User Interaction**: For highly sensitive actions (e.g., changing passwords or transferring funds), prompt the user to re-authenticate or confirm the action to ensure it was intentional.

39. Define a Server-side request forgery vulnerability.

Ans:

**Server-Side Request Forgery (SSRF) Vulnerability**

**Server-Side Request Forgery (SSRF)** is a type of security vulnerability in web applications where an attacker is able to make unauthorized requests from the server itself. This typically involves the attacker manipulating the web server into making requests to internal or external resources that it shouldn't have access to, often bypassing firewalls, network security controls, or access restrictions.

**How SSRF Works:**

1. **User Input**: The web application typically takes user input (such as URLs or IP addresses) and uses that input to make requests to another server or resource, such as fetching data from an external API or downloading a file.
2. **Malicious Input**: The attacker manipulates the input to craft a request that the server sends to a resource it shouldn't have access to. This could involve making the server send requests to internal services, private APIs, or other parts of the network that would normally be blocked or inaccessible to external users.
3. **Exploiting Server's Trust**: The web server often has more privileges than an attacker and can bypass security restrictions. The server might have access to sensitive internal systems, such as databases, cloud services, or internal network resources.
4. **Exploitation**: The attacker could use SSRF to:
   * Access internal services or databases not normally exposed to the public.
   * Discover sensitive information, such as private IP addresses or internal resources.
   * Perform actions on behalf of the server, like sending requests that could trigger actions or obtain data that shouldn't be publicly accessible.

**Example of SSRF Attack:**

Consider a web application that allows users to input a URL to fetch data from. If this URL is then used by the server to make an HTTP request, an attacker might input an internal URL, such as:

http://localhost:8080/admin

If the server doesn't properly validate or restrict where it can send requests, it may send a request to an internal administrative interface, exposing sensitive information or services that are not meant to be publicly accessible.

**Key Characteristics of SSRF:**

* **Server Initiates the Request**: Unlike Cross-Site Scripting (XSS), where the attack is executed on the client side, SSRF exploits vulnerabilities on the server side.
* **Internal Resource Access**: SSRF can allow attackers to bypass firewalls, access private network resources, or interact with internal systems that are normally protected from external access.
* **Input-Based**: The attacker controls the input that is used by the server to send a request, which could be a URL or an IP address.

**Impact of SSRF:**

* **Sensitive Data Exposure**: By making requests to internal services, an attacker might gain access to sensitive data or service endpoints that should be private.
* **Network Discovery**: SSRF can be used to map out internal infrastructure or services, which can provide attackers with valuable information for further exploitation.
* **Service Disruption**: Attackers can target internal services or external resources that the server communicates with, potentially disrupting those services.

**Common Attack Vectors for SSRF:**

1. **Local File Inclusion (LFI) or Remote File Inclusion (RFI)**: The attacker may cause the server to load local files or external resources by manipulating file paths and URLs.
2. **Accessing Internal APIs**: Attackers can make the server request internal, undocumented APIs or services, such as cloud metadata endpoints (e.g., AWS EC2 metadata service).
3. **Port Scanning**: By manipulating server requests to local or internal services, attackers can discover open ports or services running on a private network.

**Mitigation Strategies for SSRF:**

1. **Input Validation**:
   * **Whitelist URLs/IPs**: Only allow requests to known and trusted domains or IP addresses. This helps ensure the server can only interact with resources it is supposed to access.
   * **URL Filtering**: Ensure that user input (URLs or IP addresses) does not contain dangerous patterns (e.g., localhost, 127.0.0.1, internal IP ranges).
   * **Blacklist Internal IPs**: Block requests to private IP ranges (like 127.0.0.1, localhost, or 10.0.0.0/8) and localhost services.
2. **Network-Level Restrictions**:
   * Implement firewalls or proxy restrictions that prevent the server from making requests to unauthorized internal services or endpoints.
3. **Avoid Direct User-Controlled URLs**:
   * If possible, avoid directly passing user input into requests. Use predefined or controlled endpoints that can’t be influenced by user input.
4. **Limit HTTP Methods**:
   * Restrict the HTTP methods (GET, POST, etc.) that can be used by the application to interact with external servers, as some methods (like POST) may be more susceptible to abuse in SSRF attacks.
5. **Use Authentication for Internal Services**:
   * Ensure that all internal services and APIs are properly authenticated and require credentials for access, preventing unauthorized external access.
6. **Monitor Server Requests**:
   * Continuously monitor outgoing server requests to detect unusual patterns or suspicious activities, like requests to unknown or internal systems.

40. What is typecasting?

Ans:

**Typecasting** refers to the process of converting a variable from one data type to another. It is often used when you need to perform operations on different data types or store values in variables of a specific type. Typecasting can occur explicitly (when the programmer manually converts types) or implicitly (when the programming language automatically converts the types).

**Types of Typecasting**

1. **Implicit Typecasting (Widening Conversion)**
   * This occurs automatically when a smaller data type is converted to a larger one. The language performs the conversion without any explicit instruction from the programmer.
   * It happens when there is no risk of data loss (i.e., a larger data type can hold the value of a smaller data type without truncation).
   * **Example** (in Java):

java

int num = 100;

double result = num; // Implicit casting from int to double

System.out.println(result); // Output: 100.0

* + In this example, the integer num is automatically converted to a double type.

1. **Explicit Typecasting (Narrowing Conversion)**
   * Explicit typecasting occurs when a larger data type is converted to a smaller one. Since this may result in data loss or truncation, the programmer must manually specify the type conversion.
   * The programmer uses **typecasting operators** to explicitly convert between types.
   * **Example** (in Java):

java

double num = 100.45;

int result = (int) num; // Explicit casting from double to int

System.out.println(result); // Output: 100

* + Here, the double value 100.45 is explicitly cast to an int, causing the fractional part to be discarded.

**Why Typecasting is Used**

* **Compatibility**: Typecasting allows for the combination of different data types in operations, ensuring that the types are compatible.
* **Memory Management**: It helps in optimizing memory usage, especially in low-level programming.
* **Data Conversion**: It facilitates data conversion when working with different data types, such as converting a string to an integer or a floating-point number to an integer.

**Potential Issues with Typecasting**

* **Data Loss**: In explicit typecasting, there is a risk of data loss if you try to cast a larger data type into a smaller one (e.g., casting a double to an int).
* **Runtime Errors**: Incorrect or invalid typecasting can lead to errors during program execution, such as **ClassCastException** in Java if objects of incompatible types are cast.

**Examples of Typecasting in Different Languages**

**1. Java**

java

int a = 5;

double b = (double) a; // Explicit casting (int to double)

System.out.println(b); // Output: 5.0

**2. C++**

cpp

float f = 3.14;

int i = (int) f; // Explicit casting (float to int)

cout << i; // Output: 3

**3. Python**

In Python, typecasting is usually done with built-in functions.

python

num = "123"

int\_num = int(num) # Convert string to integer

print(int\_num) # Output: 123

UNIT V

41. What is Apex Callout?

Ans:

**Apex Callout in Salesforce**

An **Apex Callout** refers to the process of making an HTTP request from Salesforce to an external web service or API. This allows you to integrate Salesforce with external systems, retrieve data from them, or send data to those systems. Apex Callouts are commonly used for interacting with external web services (RESTful or SOAP), such as third-party APIs, databases, or services hosted outside of Salesforce.

**Types of Callouts**

1. **HTTP Callouts**:
   * These are used to send HTTP requests to external REST or SOAP APIs from Salesforce. You can use HttpRequest and HttpResponse classes in Apex to make the callouts.
   * Supports **GET**, **POST**, **PUT**, **DELETE**, and other HTTP methods.
2. **Web Service Callouts**:
   * These are used to interact with SOAP-based web services. Salesforce can consume external SOAP services by using **@WebService** annotations in Apex.

**When to Use Apex Callouts**

* When you need to retrieve data from or send data to an external system, such as pulling real-time weather data, processing payment transactions, or integrating with a third-party service.
* When your Salesforce application needs to access resources that are hosted outside of the Salesforce environment.

**Basic Structure of Apex Callouts**

An Apex callout generally involves these steps:

1. **Create an HTTP request** (using the HttpRequest class).
2. **Send the request** (using the Http class).
3. **Handle the response** (using the HttpResponse class).
4. **Use the response** (process the returned data).

**Example of an HTTP Callout (RESTful API)**

Here's a simple example where an Apex class makes an HTTP GET request to an external API:

apex

public class HttpCalloutExample {

public String makeCallout() {

// Create an instance of Http and HttpRequest

Http http = new Http();

HttpRequest request = new HttpRequest();

// Set the endpoint URL and HTTP method

request.setEndpoint('https://api.example.com/data');

request.setMethod('GET');

// Set the request header (optional, depending on the API)

request.setHeader('Authorization', 'Bearer YOUR\_ACCESS\_TOKEN');

// Send the request and receive the response

HttpResponse response = http.send(request);

// Check the response status and return the response body

if (response.getStatusCode() == 200) {

return response.getBody(); // Return the response content

} else {

return 'Error: ' + response.getStatusCode(); // Return error message

}

}

}

In this example:

* The HttpRequest is used to set the endpoint (the external API URL) and the HTTP method (GET).
* The Http class sends the request, and the HttpResponse class captures the response.
* The response.getStatusCode() checks whether the request was successful, and response.getBody() returns the content from the API.

**Making a POST Callout Example**

A POST callout is used when sending data to an external service:

apex

public class PostCalloutExample {

public String makePostCallout() {

Http http = new Http();

HttpRequest request = new HttpRequest();

// Set the endpoint and method

request.setEndpoint('https://api.example.com/submit');

request.setMethod('POST');

// Set the request body (JSON format, for example)

String body = '{"name":"John","email":"john@example.com"}';

request.setBody(body);

// Set headers

request.setHeader('Content-Type', 'application/json');

// Send request and receive response

HttpResponse response = http.send(request);

if (response.getStatusCode() == 200) {

return response.getBody();

} else {

return 'Error: ' + response.getStatusCode();

}

}

}

In this example:

* The POST request sends a JSON body to an external endpoint.
* The Content-Type header specifies that the body is in JSON format.
* The request.setBody() method is used to send the data.

**Important Concepts for Apex Callouts**

1. **Remote Site Settings**:
   * To make an external callout, you must first configure the **Remote Site Settings** in Salesforce to whitelist the external endpoint.
   * Navigate to **Setup > Security > Remote Site Settings** and add the URL of the external API you want to call.
2. **Asynchronous Callouts**:
   * Salesforce has a limit on the number of synchronous callouts that can be made within a single transaction (up to 100). If you exceed this limit, or need the callout to be performed asynchronously, you can use **@future** methods or **Queueable Apex**.
   * Asynchronous methods allow for the callout to be performed without holding up the main transaction.
3. **Governor Limits**:
   * Salesforce enforces strict **governor limits** on HTTP callouts, such as:
     + Maximum of **100** callouts per transaction.
     + A maximum of **120 seconds** per callout in a single request.
4. **Handling Timeouts**:
   * Apex supports setting timeouts for callouts using the setTimeout() method on the HttpRequest. This helps handle situations where an external API takes too long to respond.

apex

request.setTimeout(2000); // Timeout in milliseconds (2 seconds)

1. **Error Handling**:
   * It's important to handle potential errors in the response (like timeouts, incorrect status codes, or server issues). For example, you can check response.getStatusCode() to determine if the callout was successful or failed.

**Using Named Credentials (Optional)**

Instead of manually managing authentication details (like access tokens or credentials) in your code, you can use **Named Credentials** in Salesforce, which securely store and manage authentication information for external services.

**Example with Named Credentials:**

apex

HttpRequest req = new HttpRequest();

req.setEndpoint('callout:MyNamedCredential/some-endpoint');

req.setMethod('GET');

Http http = new Http();

HttpResponse res = http.send(req);

In this case, Salesforce will automatically handle authentication based on the **Named Credential** configuration.

42. With the help of a diagram briefly explain about REST callouts

Ans:

**REST Callouts in Salesforce**

A **REST (Representational State Transfer) Callout** is a type of HTTP request used to communicate with external services from Salesforce. RESTful APIs are lightweight, stateless, and use standard HTTP methods such as GET, POST, PUT, and DELETE to perform operations on resources.

**Key Steps in a REST Callout**

1. **Request Creation**: The Salesforce Apex code constructs an HTTP request (usually a GET or POST request) to an external REST API.
2. **Sending the Request**: The request is sent using the Http.send() method in Apex.
3. **Response Handling**: The response is returned by the external server, which the Salesforce code processes to get the data or status of the callout.
4. **Use of Data**: The returned data (often in JSON format) can be parsed and used in Salesforce.

**REST Callout Flow**

Below is a simplified diagram and explanation of the **REST Callout** flow:

lua

Copy code

+------------+ +----------------+ +-------------------+

| Salesforce | ---> (1) ---> | External REST | ---> (2) ---> | External Service |

| (Apex) | | API Endpoint | | (API Response) |

+------------+ +----------------+ +-------------------+

^ |

| |

+-------- (3) <-----------------+

| Handle Response

| (e.g., JSON parsing)

|

v

+------------+

| Salesforce |

| (Apex) | ---> Process API response data and use it

+------------+

**Steps Explained:**

1. **Salesforce (Apex) Initiates the Callout**:
   * Salesforce sends an HTTP request to the external REST API (the endpoint of the service). This is done by setting up an HttpRequest in Apex and using methods like setEndpoint(), setMethod(), and setHeader().
   * Example: A GET request is sent to an external API to fetch data.
2. **External REST API**:
   * The request is received by the external REST API, which processes it. The external service will execute the appropriate operation (e.g., retrieve data, perform an action) and then respond with data.
   * Example: The API might return information in JSON format, such as details of a product or a user's information.
3. **Salesforce Handles the Response**:
   * The response received from the external API is captured in Salesforce using the HttpResponse object. Salesforce processes this response and uses the data in its application.
   * For example, Salesforce might parse the JSON response and extract the necessary data to be used in further operations (such as displaying data on a page or updating a record).

**REST Callout Example in Apex:**

apex

public class RestCalloutExample {

public String makeRestCallout() {

// Step 1: Create an HttpRequest object

HttpRequest req = new HttpRequest();

req.setEndpoint('https://api.example.com/data'); // External API endpoint

req.setMethod('GET'); // HTTP GET request

// Step 2: Send the request using the Http object

Http http = new Http();

HttpResponse res = http.send(req); // Get response from the API

// Step 3: Process the response

if (res.getStatusCode() == 200) {

// If the status code is 200 (success), parse the response body (JSON)

String responseBody = res.getBody();

return responseBody; // Return the response body

} else {

return 'Error: ' + res.getStatusCode(); // Return error if status is not 200

}

}

}

**Key Points:**

* **GET Method**: Retrieve data from an external system.
* **POST Method**: Send data to an external system (e.g., submit data, create resources).
* **Response**: The external service typically returns data in **JSON** format, though other formats like XML may also be used.

43. Create an Apex REST class that contains methods for each HTTP method.

Ans:

Below is an example of an **Apex REST class** that contains methods for handling the most common HTTP methods (GET, POST, PUT, and DELETE). This class will serve as a simple RESTful API for interacting with Salesforce objects or performing basic actions.

**Apex REST Class Example**

apex

@RestResource(urlMapping='/exampleApi/\*') // URL Mapping for the REST API

global with sharing class ExampleRestApi {

// GET Method to retrieve data

@HttpGet

global static String doGet() {

// You can retrieve data from Salesforce objects (e.g., Account)

List<Account> accounts = [SELECT Id, Name FROM Account LIMIT 5];

// Convert data to JSON format

return JSON.serialize(accounts);

}

// POST Method to create a new record

@HttpPost

global static String doPost(String name) {

// Create a new Account record using data passed in the body

Account newAccount = new Account(Name = name);

insert newAccount;

return 'Account created with ID: ' + newAccount.Id;

}

// PUT Method to update an existing record

@HttpPut

global static String doPut(String accountId, String name) {

// Retrieve the Account record to update

Account existingAccount = [SELECT Id, Name FROM Account WHERE Id = :accountId LIMIT 1];

existingAccount.Name = name;

update existingAccount;

return 'Account with ID ' + accountId + ' has been updated to ' + existingAccount.Name;

}

// DELETE Method to delete a record

@HttpDelete

global static String doDelete(String accountId) {

// Retrieve the Account record to delete

Account accountToDelete = [SELECT Id FROM Account WHERE Id = :accountId LIMIT 1];

delete accountToDelete;

return 'Account with ID ' + accountId + ' has been deleted';

}

}

**Explanation:**

1. **URL Mapping:**
   * The class is mapped to a REST URL with the @RestResource annotation. This means that the class will handle HTTP requests sent to URLs beginning with /services/apexrest/exampleApi/\*. The asterisk (\*) is a wildcard that allows for flexible mapping.
2. **GET Method (doGet()):**
   * The @HttpGet annotation indicates that this method handles HTTP GET requests. It retrieves the first 5 Account records from Salesforce and returns them in JSON format.
   * This method is used when you want to fetch data from Salesforce and return it to the client.
3. **POST Method (doPost()):**
   * The @HttpPost annotation indicates that this method handles HTTP POST requests. It creates a new Account record using the name provided in the request body.
   * The request body is passed as a string parameter (name), and the method returns the ID of the created Account.
4. **PUT Method (doPut()):**
   * The @HttpPut annotation indicates that this method handles HTTP PUT requests. It updates an existing Account record's name based on the accountId and name parameters passed in the request body.
   * The accountId is used to retrieve the Account, and the name is used to update the Account's name.
5. **DELETE Method (doDelete()):**
   * The @HttpDelete annotation indicates that this method handles HTTP DELETE requests. It deletes the Account record with the provided accountId.
   * The method returns a confirmation message that the record was deleted.

**How to Use the REST API:**

* **GET Request**:
  + URL: /services/apexrest/exampleApi/
  + This will return the first 5 Account records in JSON format.
* **POST Request**:
  + URL: /services/apexrest/exampleApi/
  + Body: { "name": "New Account" }
  + This will create a new Account with the specified name and return its ID.
* **PUT Request**:
  + URL: /services/apexrest/exampleApi/
  + Body: { "accountId": "001xx000003DGpWA0", "name": "Updated Account Name" }
  + This will update the Account with the given ID to the new name.
* **DELETE Request**:
  + URL: /services/apexrest/exampleApi/
  + Body: { "accountId": "001xx000003DGpWA0" }
  + This will delete the Account with the specified ID.

**Testing the REST API:**

You can test the above REST API using tools like **Postman** or by making HTTP requests in your Salesforce environment.

1. **GET Request Example**:
   * **Method**: GET
   * **URL**: /services/apexrest/exampleApi/
   * **Response**: A list of 5 Account records.
2. **POST Request Example**:
   * **Method**: POST
   * **URL**: /services/apexrest/exampleApi/
   * **Body**:

json

{

"name": "Test Account"

}

* + **Response**: Confirmation that the Account has been created, e.g., Account created with ID: 001xx000003DGpWA0.

**Security Considerations:**

* **Access Control**: You should ensure proper security mechanisms are in place (e.g., using custom profiles or permission sets) to control access to this API.
* **Authentication**: Typically, the REST API should use OAuth or other authentication mechanisms to ensure that only authorized users can access or modify data.

44. Write the steps to create Travel Approval Lightning App, add tabs and customize page layouts.

Ans:

To create a **Travel Approval Lightning App**, add tabs, and customize page layouts in Salesforce, follow these steps:

**Step 1: Create a Custom Object for Travel Approval**

1. **Go to Setup**:
   * In Salesforce, click the **gear icon** in the upper right corner and select **Setup**.
2. **Create Custom Object**:
   * In the Quick Find box, type **Objects** and select **Object Manager**.
   * Click on **Create** and select **Custom Object**.
   * Fill in the details:
     + **Label**: Travel Approval
     + **Plural Label**: Travel Approvals
     + **Object Name**: Travel\_Approval
     + Set the **Record Name** field as **Auto Number** (e.g., TA-{0000}).
   * Click **Save**.

**Step 2: Create Custom Fields for Travel Approval Object**

1. **Navigate to the Fields & Relationships** section of the **Travel Approval** object.
2. Click **New** to create fields that will capture details about the travel approval request.
   * Example fields you can create:
     + **Travel Destination** (Text)
     + **Travel Dates** (Date Range)
     + **Purpose of Travel** (Text Area)
     + **Status** (Picklist: Pending, Approved, Rejected)
     + **Amount** (Currency)

**Step 3: Create a Lightning App**

1. **Go to Setup**:
   * In the Quick Find box, type **App Manager** and select **App Manager**.
2. **Create a New App**:
   * Click **New Lightning App** at the top right corner.
   * Follow the steps in the **App Wizard**:
     + **App Name**: Travel Approval
     + **App Logo**: Upload a relevant logo (optional).
     + Choose the **App Type** as **Standard App**.
     + **Primary Color** and **Logo** can be customized to fit your organization’s branding.
3. **Select Navigation Items**:
   * In the **Navigation Items** section, search for **Travel Approval** (the custom object you created earlier).
   * Add **Travel Approval** to the list of navigation items. You can also add other related objects like **Users**, **Cases**, or **Reports** if needed.
4. **Assign Profiles**:
   * Select the user profiles that should have access to this app.
5. **Save and Finish**:
   * After setting the app name, logo, and navigation items, click **Save & Finish**.

**Step 4: Add Tabs to Your App**

1. **Navigate to Setup**:
   * In the Setup area, type **Tabs** in the Quick Find box and select **Tabs**.
2. **Create a Custom Tab for Travel Approval**:
   * Click **New** in the **Custom Object Tabs** section.
   * Select **Travel Approval** as the object to create the tab for.
   * Choose the tab style (icon) and click **Next**.
   * Set the visibility for this tab (which profiles can see this tab).
   * Click **Save**.
3. **Update Lightning App**:
   * Go back to your **Travel Approval Lightning App** and ensure the **Travel Approval Tab** is added as one of the visible tabs for the app.

**Step 5: Customize Page Layouts**

1. **Go to Setup**:
   * In the Setup menu, type **Object Manager** in the Quick Find box and select **Travel Approval**.
2. **Edit Page Layout**:
   * In the **Travel Approval** object, select **Page Layouts**.
   * Click on the **Edit** button next to the page layout you want to modify (typically, you will edit the **Travel Approval Layout**).
3. **Add Fields to Page Layout**:
   * In the layout editor, drag and drop the fields you created (e.g., **Travel Destination**, **Travel Dates**, **Purpose of Travel**) into the **Detail Section**.
   * Customize the layout by adding related lists like **Approvals**, **Approver Comments**, and other relevant fields or actions.
4. **Add Quick Actions or Buttons**:
   * If you want to allow users to submit approvals or take other actions directly from the record page, you can add **Quick Actions** or **Buttons** to the page layout.
   * For example, create a **Submit for Approval** button and add it to the page layout.
5. **Save the Layout**:
   * After making all the necessary changes to the layout, click **Save**.

**Step 6: Set Up Approval Process (Optional)**

1. **Create an Approval Process**:
   * If you want the Travel Approval to go through an approval process, go to **Setup** and search for **Approval Processes** in the Quick Find box.
   * Select **Travel Approval** from the list of objects.
   * Follow the wizard to create a new approval process where the record is sent for approval, and users can approve or reject travel requests.

**Step 7: Create a Custom Record Page (Optional)**

1. **Go to Setup**:
   * In the Quick Find box, search for **Lightning App Builder**.
   * Create a **New Record Page** for the **Travel Approval** object.
2. **Customize the Layout**:
   * Use the App Builder to drag and drop components like **Record Detail**, **Related Lists**, **Charts**, etc., to customize the Travel Approval page for different use cases (e.g., view, submit, or approve travel).
3. **Activate the Page**:
   * After designing the page, activate it for your users to use. You can choose to make it the default page layout for all users or assign it to specific profiles.

**Step 8: Test the Travel Approval Lightning App**

1. **Switch to the Travel Approval App**:
   * In Salesforce, switch to the **Travel Approval** app by selecting it from the App Launcher.
2. **Create Travel Approvals**:
   * Click on the **Travel Approval Tab** and create a few sample travel approval records.
   * Ensure that the fields and buttons work as expected.
3. **Test User Permissions**:
   * Ensure that different users can access the app based on the profile and permission settings.
4. **Review Approvals**:
   * If you set up an approval process, test the workflow by submitting and approving travel requests.

**Step 9: Train Users**

* Once everything is set up, train users on how to use the **Travel Approval Lightning App**, including how to submit travel requests, approve or reject them, and view reports.

45. Write steps to add remote sites to the remote site settings to allow callouts to external sites.

Ans:

To enable **Apex callouts** to external sites in Salesforce, you need to configure **Remote Site Settings**. This step is crucial to ensure that Salesforce can securely connect to external systems via HTTP/S. Below are the detailed steps to add remote sites to the **Remote Site Settings**:

**Step 1: Go to Remote Site Settings**

1. **Log into Salesforce**:
   * Open your Salesforce instance.
2. **Navigate to Setup**:
   * Click on the **gear icon** (⚙️) in the upper-right corner and select **Setup**.
3. **Search for Remote Site Settings**:
   * In the **Quick Find** box (on the left-hand side), type **Remote Site Settings**.
   * Click on **Remote Site Settings** under the **Security** section.

**Step 2: Add a New Remote Site**

1. **Click "New Remote Site"**:
   * On the Remote Site Settings page, click the **New Remote Site** button.
2. **Enter Remote Site Details**:
   * **Remote Site Name**: Enter a unique name for the remote site (e.g., ExternalAPI, ThirdPartyService).
   * **Remote Site URL**: Enter the base URL of the external system that you want to call (e.g., https://api.example.com).
     + This URL should be the root or base URL of the service, not the full endpoint (e.g., https://api.example.com/v1/endpoint would be wrong here).
   * **Description** (optional): Provide a description for the remote site (e.g., API to connect to external weather data service).
   * **Active**: Ensure this checkbox is selected. If it's not checked, Salesforce will not allow callouts to this remote site.
3. **Save the Remote Site**:
   * After entering the necessary details, click the **Save** button.

**Step 3: Verify the Remote Site Settings**

1. **Check Active Status**:
   * Make sure the **Active** checkbox is checked for the remote site you just created. This ensures that the remote site is enabled and can be used for HTTP callouts.
2. **Review the URL**:
   * Double-check that the **Remote Site URL** matches the endpoint's base URL correctly. The URL should not include paths like /v1/endpoint; it should be the root URL (e.g., https://api.example.com).
3. **Test the Callout**:
   * After configuring the remote site, try making an **Apex HTTP callout** to this site to ensure everything is set up correctly. This can be tested in your Apex code.

**Step 4: Add Additional Remote Sites (if needed)**

* You can repeat the above process to add multiple remote sites if your Salesforce instance needs to callout to more than one external system.

**Step 5: Example Apex Code for HTTP Callout**

Once the remote site is configured, you can now make HTTP callouts in Apex code. Here's a simple example:

apex

public class ExternalService {

public String makeCallout() {

// Create an HTTP request object

HttpRequest req = new HttpRequest();

// Set the endpoint URL (this URL should be the base URL of your remote site)

req.setEndpoint('https://api.example.com/data');

req.setMethod('GET');

// Create an HTTP object to send the request

Http http = new Http();

HttpResponse res = http.send(req);

// Return the response body (e.g., JSON or XML) from the external system

return res.getBody();

}

}

**Step 6: Review Security Considerations**

* **Authentication**: Ensure that if the external API requires authentication (e.g., API keys, OAuth), you handle that within the Apex code using appropriate headers or authentication methods.
* **SSL/TLS**: Ensure that the remote site uses **SSL/TLS** (HTTPS) to secure the data transmitted between Salesforce and the external site.

46. Describe the difference between web services and HTTP callouts.

Ans:

**Difference Between Web Services and HTTP Callouts in Salesforce**

**Web Services** and **HTTP Callouts** are both mechanisms used to communicate between Salesforce and external systems, but they have significant differences in terms of how they are implemented and used.

**1. Definition:**

* **Web Services**:
  + A **Web Service** is a software system designed to support interoperable machine-to-machine interaction over a network. It allows different systems to communicate with each other using a standardized XML messaging format (typically SOAP or REST).
  + Salesforce can expose its functionality to external systems via web services, which means Salesforce can **act as a server** (providing functionality) and an external system can **call** the web service.
  + Salesforce provides two types of web services:
    - **SOAP Web Services**: Used for communication using XML data format. This is more rigid and follows the WS-\* standards.
    - **RESTful Web Services**: Uses HTTP methods (GET, POST, PUT, DELETE) and usually works with JSON or XML. It is more lightweight compared to SOAP.
* **HTTP Callouts**:
  + An **HTTP Callout** refers to the process of Salesforce making an outbound request to an external system over HTTP or HTTPS protocols. Salesforce **acts as a client**, sending requests to an external web server (which could be any RESTful or SOAP service).
  + The HTTP Callout mechanism is used when Salesforce needs to interact with third-party services, retrieve data from them, or trigger actions in external systems.

**2. Salesforce Role:**

* **Web Services**:
  + **Salesforce as a Server**: Salesforce can expose its functionality via web services (either SOAP or REST) and make this available to external applications or systems. For example, you can create an Apex class with the @RestResource or @WebService annotation to allow external systems to call your Salesforce logic.
* **HTTP Callouts**:
  + **Salesforce as a Client**: Salesforce sends HTTP requests to external systems to retrieve or send data. For example, an HTTP request in Apex code using HttpRequest and HttpResponse classes is an outbound HTTP callout.

**3. Protocol Used:**

* **Web Services**:
  + **SOAP** (Simple Object Access Protocol): A protocol that uses XML to encode its HTTP-based messages. It is more rigid and requires strict formatting and error handling.
  + **REST** (Representational State Transfer): Uses HTTP methods (GET, POST, PUT, DELETE) and can return data in different formats like XML, JSON, or plain text. It is more flexible and lightweight compared to SOAP.
* **HTTP Callouts**:
  + Primarily works with **REST** or **SOAP** protocols but uses raw HTTP methods like **GET**, **POST**, **PUT**, **DELETE** to make the outbound request. HTTP callouts can be made to RESTful APIs or SOAP-based services.

**4. Direction of Communication:**

* **Web Services**:
  + Typically involves **Inbound Communication**. External systems send requests to Salesforce to invoke its logic or retrieve data.
* **HTTP Callouts**:
  + **Outbound Communication**: Salesforce makes HTTP requests to external systems to access data or perform actions.

**5. Use Cases:**

* **Web Services**:
  + **Expose Salesforce Functionality**: Used when you need to expose Salesforce functionality (like creating records, processing business logic) to an external system. For example, you can expose an Apex class as a REST web service and allow other systems to create or update records in Salesforce.
* **HTTP Callouts**:
  + **Integrate with External Systems**: Used when Salesforce needs to send data or requests to external services or APIs. For example, sending data to an external weather service, retrieving stock prices from a third-party financial service, or making a callout to a payment gateway.

**6. Setup and Configuration:**

* **Web Services**:
  + **Expose as Web Service**: You need to create an Apex class and annotate it with @RestResource or @WebService to expose it as a REST or SOAP web service.
  + You also need to define the methods and parameters, which are then accessible to external systems.
* **HTTP Callouts**:
  + **Remote Site Settings**: Before making an HTTP callout, you need to configure **Remote Site Settings** in Salesforce to allow callouts to external URLs.
  + HTTP callouts are configured in Apex using classes like Http, HttpRequest, and HttpResponse.

**7. Example:**

* **Web Service Example** (Expose an Apex method as a REST web service):

apex

@RestResource(urlMapping='/exampleService/\*')

global with sharing class ExampleService {

@HttpGet

global static String getData() {

return 'Hello from Salesforce Web Service';

}

}

* + External systems can call this web service using a RESTful HTTP GET request.
* **HTTP Callout Example** (Making an HTTP GET request from Salesforce):

apex

public class HttpCalloutExample {

public String callExternalService() {

HttpRequest req = new HttpRequest();

req.setEndpoint('https://api.example.com/data');

req.setMethod('GET');

Http http = new Http();

HttpResponse res = http.send(req);

return res.getBody();

}

}

* + This code sends an HTTP GET request to an external API and retrieves the response.

**Key Differences Table:**

| **Feature** | **Web Services** | **HTTP Callouts** |
| --- | --- | --- |
| **Salesforce Role** | Server (Exposes functionality to external systems) | Client (Makes requests to external systems) |
| **Protocol Used** | SOAP or REST | REST or SOAP (over HTTP) |
| **Direction of Communication** | Inbound (External systems call Salesforce) | Outbound (Salesforce calls external systems) |
| **Use Case** | Exposing Salesforce functionality to others | Salesforce interacting with external systems |
| **Setup** | Expose methods as web services in Apex | Set up Remote Site Settings and callouts in Apex |
| **External System Role** | Calls Salesforce Web Service | External system is the provider of the service |

47. Explain REST and SOAP.

Ans:

**REST (Representational State Transfer) and SOAP (Simple Object Access Protocol) are two widely used web service communication protocols that enable data exchange between different applications over a network, such as the internet. They are often used in web-based integrations but have different characteristics and use cases.**

**1. Overview**

* **REST (Representational State Transfer)**:
  + REST is an architectural style for designing networked applications. It is based on a set of principles and constraints that make use of simple HTTP methods (GET, POST, PUT, DELETE, etc.) to perform operations on resources (objects or data).
  + REST is lightweight, flexible, and designed to work over HTTP using standard web protocols.
* **SOAP (Simple Object Access Protocol)**:
  + SOAP is a protocol for exchanging structured information in the implementation of web services. It relies on XML-based messaging for communication and operates over multiple transport protocols such as HTTP, SMTP, and more.
  + SOAP is heavier and more rigid compared to REST due to its reliance on strict standards and XML format.

**2. Communication Style**

* **REST**:
  + REST uses a **stateless client-server** communication model. Each request from a client to a server must contain all the information necessary to understand and process the request (i.e., it doesn't rely on any previous communication).
  + REST focuses on **resources** which are identified by URLs (Uniform Resource Locators). Each resource can be accessed and manipulated using standard HTTP methods like GET, POST, PUT, and DELETE.
* **SOAP**:
  + SOAP is a **message-based** protocol that requires a specific format for the request and response messages. SOAP messages are typically wrapped in a standardized XML envelope, which includes a header and body. This makes SOAP more structured and rigid.
  + SOAP supports **multiple transport protocols** (HTTP, SMTP, TCP, etc.), but it is most commonly used with HTTP.

**3. Data Format**

* **REST**:
  + REST commonly uses **JSON** (JavaScript Object Notation) or XML, but JSON is preferred due to its lightweight nature, ease of use, and faster parsing.
  + JSON is easy to read and write for humans and machines, making it ideal for web services, especially in mobile and web applications.
* **SOAP**:
  + SOAP uses **XML** for messaging, which is more verbose and harder to read and write compared to JSON. However, it offers strong data typing, which makes it suitable for complex enterprise-level integrations.

**4. Performance**

* **REST**:
  + REST generally provides better **performance** due to its lightweight nature. The use of JSON and stateless communication makes REST faster in most scenarios, especially for mobile and web applications that require quick, frequent interactions.
* **SOAP**:
  + SOAP can be slower than REST due to the overhead of using XML, the need for extensive message parsing, and the added complexity of the protocol.
  + However, it is more reliable for certain use cases, especially in scenarios requiring strong security and complex operations.

**5. Security**

* **REST**:
  + REST uses standard web security protocols such as **HTTPS** for secure communication.
  + While REST doesn't define any specific security standard, OAuth and API keys are commonly used for authentication and authorization.
* **SOAP**:
  + SOAP provides built-in **security** features, such as **WS-Security**, which includes features like message integrity, confidentiality, and authentication. This makes SOAP a better choice for highly secure, enterprise-level applications that need complex security and transaction requirements.

**6. Error Handling**

* **REST**:
  + In REST, error handling is typically done using **HTTP status codes**. For example, a successful request may return a 200 OK status code, while a 404 Not Found indicates that the requested resource doesn’t exist, and 500 Internal Server Error represents a server failure.
  + The body of the response can also include error details in JSON or XML format.
* **SOAP**:
  + SOAP defines its own **fault** structure in the XML response to indicate errors. The SOAP message will include a <fault> element within the body of the response when there is an error.

**7. Use Cases**

* **REST**:
  + Ideal for web applications, mobile apps, cloud services, and public APIs where performance, simplicity, and flexibility are key requirements.
  + REST is commonly used for accessing data and interacting with services in a straightforward manner.
* **SOAP**:
  + Best suited for enterprise-level applications requiring **reliable messaging**, **transaction management**, and **security**.
  + SOAP is commonly used in situations like **financial services**, **payment gateways**, and **telecommunication** systems, where transactions require strong security, ACID compliance, and formal message formats.

**8. Flexibility**

* **REST**:
  + REST is **more flexible** and simpler to implement. It is not bound to a specific message format or transport protocol, making it a preferred choice for many modern applications.
* **SOAP**:
  + SOAP is **more rigid** in its design, with formal standards, message formats, and protocols. While this adds complexity, it also offers higher consistency and standardization.

**9. Example**

* **REST** (GET Request):

GET /users/123

Host: api.example.com

* + This is a request to retrieve information about user 123. The response is usually in JSON format.

json

{

"id": 123,

"name": "John Doe",

"email": "john.doe@example.com"

}

* **SOAP** (XML Request):

xml

<soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/" xmlns:web="http://www.example.com/webservice">

<soapenv:Header/>

<soapenv:Body>

<web:GetUserDetails>

<web:UserId>123</web:UserId>

</web:GetUserDetails>

</soapenv:Body>

</soapenv:Envelope>

* + SOAP will return a response wrapped in a standardized XML format, which can include various headers and bodies.

xml

<soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/" xmlns:web="http://www.example.com/webservice">

<soapenv:Header/>

<soapenv:Body>

<web:GetUserDetailsResponse>

<web:User>

<web:id>123</web:id>

<web:name>John Doe</web:name>

<web:email>john.doe@example.com</web:email>

</web:User>

</web:GetUserDetailsResponse>

</soapenv:Body>

</soapenv:Envelope>

**Summary of Differences**

| **Feature** | **REST** | **SOAP** |
| --- | --- | --- |
| **Protocol Type** | Architectural style | Messaging protocol |
| **Data Format** | JSON (preferred) or XML | XML |
| **Transport** | HTTP/HTTPS | HTTP, SMTP, TCP, etc. |
| **Security** | HTTPS, OAuth, API keys | Built-in security (WS-Security) |
| **Error Handling** | HTTP Status Codes | SOAP Faults (custom error messages) |
| **Performance** | Faster (lightweight, stateless) | Slower (due to XML overhead) |
| **Flexibility** | Highly flexible and simple to implement | Rigid, requires specific standards |
| **Use Cases** | Web/mobile apps, public APIs | Enterprise systems, secure transactions |
| **Statefulness** | Stateless | Can be stateful (supports ACID transactions) |

48. Write the step-by-step procedure to Load data using the data import wizard.

Ans:

The **Data Import Wizard** in Salesforce is a user-friendly tool designed to help you easily import records into Salesforce from a variety of data sources like CSV files. It supports both standard and custom objects and is particularly useful for non-technical users. Below is a step-by-step procedure for using the Data Import Wizard to load data into Salesforce:

**Step-by-Step Procedure to Load Data Using the Data Import Wizard**

**Step 1: Log in to Salesforce**

* Log in to your Salesforce organization using your credentials.

**Step 2: Access the Data Import Wizard**

1. From the **Salesforce Home page**, click on the **App Launcher** (grid icon) in the top-left corner.
2. In the search box, type **"Data Import Wizard"**.
3. Click on **Data Import Wizard** under the "App" section. This will open the Data Import Wizard.

**Step 3: Choose Your Object Type**

1. Once in the Data Import Wizard, click on **"Standard Objects"** or **"Custom Objects"** depending on which type of data you wish to import.
   * **Standard Objects**: Includes objects like Accounts, Contacts, Leads, etc.
   * **Custom Objects**: Includes any custom objects you have in your Salesforce environment.
2. Select the object you want to import data into (e.g., Account, Contact, etc.).

**Step 4: Select the Operation**

1. You will be prompted to choose an **operation** for the import. Depending on what you want to do, you can select one of the following:
   * **Add New Records**: To insert new records into Salesforce.
   * **Update Existing Records**: To update existing records in Salesforce.
   * **Add and Update Records**: To add new records and update existing records at the same time.
   * **Delete Records**: To delete records from Salesforce.
2. Choose the operation that fits your need (for example, **Add New Records** for new data).

**Step 5: Upload Your Data File**

1. Click the **"Choose a CSV file"** button to browse and upload the CSV file containing your data.
2. Ensure your CSV file is correctly formatted. It should have column headers matching the Salesforce fields you wish to import data into.
3. Once you've selected the file, click **Next**.

**Step 6: Map the Fields**

1. In this step, you need to **map the fields** from your CSV file to the corresponding Salesforce fields.
   * Salesforce will automatically attempt to match the column names in your CSV file to the field names in Salesforce, but you may need to manually map any fields that aren't automatically detected.
   * If needed, you can click on **"Map"** next to each field to choose the corresponding field in Salesforce.
2. If your CSV contains a column that is not needed for import, you can **skip** that field mapping by leaving it blank.
3. Click **Next** when you have mapped all fields.

**Step 7: Review Your Data**

1. The wizard will show a **summary** of the data you are about to import, including the number of records to be inserted or updated.
2. You can review the data and make sure everything looks correct. If there are any issues, you can go back and adjust the CSV file or field mappings.
3. You can also choose to have the wizard **skip records** that have errors and continue with the import, or you can stop the import entirely if errors are found.

**Step 8: Start the Data Import**

1. Once you are satisfied with the mapping and review, click the **"Start Import"** button.
2. The Data Import Wizard will begin importing the data. The import process may take some time depending on the number of records being imported.

**Step 9: Monitor the Import Process**

1. You will see a status page with a progress indicator showing the current status of the import.
2. You can **pause or cancel** the import at any time if needed.
3. After the import is completed, the wizard will display a summary of the operation, including the number of records successfully imported and any errors that may have occurred.

**Step 10: Review the Results**

1. After the import is complete, you can review the results:
   * The system will provide a **detailed log** of the import, indicating any errors or warnings encountered during the process.
   * You can download a **CSV file with error details** for any records that failed to import.
2. If you have any issues, you can fix the errors in the CSV file and re-import the failed records.

**Step 11: Verify the Imported Data**

1. Go to the **Object** (e.g., Account, Contact) where the data was imported.
2. Verify that the records are correctly populated with the imported data.
3. Ensure that any fields and relationships are properly populated.

49. Write the steps to create department object in Travel Approval App.

Ans:

To create a **Department** object in the **Travel Approval App** in Salesforce, follow these steps. The process involves creating a custom object, adding fields, and ensuring that the object is available within the app. Here’s a detailed step-by-step guide:

**Step 1: Log in to Salesforce**

* Log in to your Salesforce instance using your credentials.

**Step 2: Access Setup**

1. Click on the **Gear Icon** (⚙️) in the upper right corner of the screen.
2. Select **"Setup"** from the dropdown.

**Step 3: Create a Custom Object for "Department"**

1. In the **Quick Find box**, type **"Objects"** and click on **"Object Manager"**.
2. Click on the **"Create"** button and select **"Custom Object"** from the options.
3. In the "New Custom Object" form:
   * **Label**: Enter **Department** (This is the name the object will be referred to within Salesforce).
   * **Object Name**: Automatically populated as **Department**.
   * **Record Name**: Enter **Department Name** (this will be the unique identifier for each department, typically a text field).
   * **Data Type**: Choose **Text**.
   * **Allow Reports**: Ensure this is checked if you want to include departments in reports.
   * **Track Field History**: Optionally, enable if you need to track changes made to records in the Department object.
   * **Deployment Status**: Set to **Deployed** once you're ready to make the object accessible to users.
4. Click **Save**.

**Step 4: Add Custom Fields to the Department Object**

Now, create custom fields to capture relevant department details.

1. After saving the Department object, you will be directed to the object details page.
2. Scroll down to the **Fields & Relationships** section and click **New** to create fields for the Department object.
3. Some useful fields for the Department object could include:
   * **Department Head (User Lookup)**: A Lookup field that links to a Salesforce User record (the head of the department).
   * **Department Description (Text Area)**: A text area to describe the department’s purpose or responsibilities.
   * **Location (Text)**: A field to record the location or office of the department.
   * **Budget (Currency)**: A field to capture the department’s budget.
4. For each field, choose the appropriate **Data Type** and configure accordingly.
5. Click **Next**, configure field-level security, and then click **Save**.

**Step 5: Add the Department Object to the Travel Approval App**

Now, integrate the Department object into the **Travel Approval App** so that users can access it easily.

1. In **Setup**, use the **Quick Find** box to search for **"Apps"** and select **"App Manager"**.
2. Locate the **Travel Approval App** and click the **down arrow** (dropdown menu) beside it.
3. Select **Edit**.
4. In the app configuration screen, under the **"App Settings"** section, click on **"Navigation Items"**.
5. Click **Add Item**, then select **Department** from the list of available objects.
6. Click **Save**.

**Step 6: Modify Page Layouts for Department Object**

To ensure users can see the fields and data they need, configure the **Page Layout** for the Department object.

1. From the Department object page, scroll down to the **Page Layouts** section.
2. Click on the layout name (e.g., **Department Layout**).
3. Modify the layout by dragging and dropping fields to be included on the page. For example, add the **Department Head**, **Description**, **Location**, and **Budget** fields.
4. You can also add related lists or sections, like a list of employees in the department (if you're tracking them).
5. Click **Save** when you're done.

**Step 7: Add Permission Sets or Profiles for Access**

Ensure that the right users have access to the Department object in the **Travel Approval App**.

1. Go to **Setup** and search for **Profiles** or **Permission Sets** in the Quick Find box.
2. Select the relevant profile or permission set.
3. Under **Object Settings**, find the **Department** object and set the permissions (View, Create, Edit, Delete) as needed.
4. Click **Save**.

**Step 8: Test the Department Object**

1. Go to the **Travel Approval App** and check if the **Department** object is visible in the navigation bar.
2. Try creating, updating, and viewing department records to ensure everything works as expected.
3. Verify that the fields are displayed correctly on the page layout and that users can access the department data.

**Summary of Steps**

1. **Log in** to Salesforce and access **Setup**.
2. **Create the custom Department object** in the Object Manager.
3. **Add custom fields** (e.g., Department Head, Description, Location, Budget).
4. **Integrate the Department object** into the Travel Approval App using the App Manager.
5. **Modify Page Layouts** to display relevant fields.
6. **Set up permissions** to allow users to view and interact with the Department object.
7. **Test the setup** to ensure everything functions as expected.

By following these steps, you will successfully create a **Department** object in the **Travel Approval App** and ensure it is accessible, customizable, and usable by your team.

50. Write the steps to create an Expense Item Object.

Ans:

To create an **Expense Item** object in Salesforce, follow these steps. This custom object will be used to store information related to individual expenses in an application like **Travel Approval App**. We'll guide you through the process of creating the custom object, adding fields, configuring page layouts, and making it accessible within an app.

**Step 1: Log in to Salesforce**

1. Log in to your Salesforce instance with your credentials.

**Step 2: Access Setup**

1. Click on the **Gear Icon** (⚙️) in the upper right corner of the screen.
2. Select **"Setup"** from the dropdown menu.

**Step 3: Create the Expense Item Custom Object**

1. In the **Quick Find** box on the left, type **"Objects"** and click on **"Object Manager"**.
2. Click on the **"Create"** button in the upper right corner, and then select **"Custom Object"** from the options.
3. In the **New Custom Object** screen, complete the following details:
   * **Label**: **Expense Item** (this is the name displayed to users).
   * **Object Name**: Automatically populated as **Expense\_Item**.
   * **Record Name**: Choose **Expense Name** or another suitable name for each expense item.
     + **Data Type**: Choose **Text** (this will be the name or ID of the expense item).
   * **Allow Reports**: Make sure this box is checked if you want users to run reports on Expense Item data.
   * **Track Field History**: Optionally, check this box if you want to track changes made to expense records.
   * **Deployment Status**: Choose **Deployed** once you are ready to use the object.
4. Click **Save** to create the object.

**Step 4: Add Custom Fields to the Expense Item Object**

1. After saving the Expense Item object, you will be taken to the object's details page.
2. Scroll down to the **Fields & Relationships** section and click on **New** to add custom fields for the Expense Item.
3. Create the following useful fields for an **Expense Item**:
   * **Expense Amount (Currency)**: To capture the monetary value of the expense.
   * **Expense Date (Date)**: To record the date of the expense.
   * **Category (Picklist)**: A picklist field to categorize the type of expense (e.g., Travel, Meals, Lodging).
   * **Description (Text Area)**: A field for the detailed description of the expense.
   * **Receipt (File)**: To allow users to attach a receipt or document related to the expense.
4. For each field, choose the appropriate **Data Type** and configure field-level security.
5. Once all fields are added, click **Save**.

**Step 5: Add the Expense Item Object to the Travel Approval App**

1. In **Setup**, search for **"Apps"** and select **"App Manager"**.
2. Find the **Travel Approval App** in the list and click on the **down arrow** next to it.
3. Select **Edit**.
4. In the app configuration page, under **App Settings**, click on **Navigation Items**.
5. Click **Add Item** and select **Expense Item** from the list of available objects.
6. Click **Save** to add the Expense Item object to the Travel Approval App.

**Step 6: Modify the Page Layouts for the Expense Item Object**

1. From the Expense Item object page, scroll down to the **Page Layouts** section.
2. Click on the layout name (e.g., **Expense Item Layout**).
3. Modify the layout by dragging and dropping the fields to be displayed. Ensure that fields like **Expense Amount**, **Category**, **Expense Date**, and **Description** are properly displayed.
4. You can also add sections like **Related Lists** to show records related to the Expense Item (e.g., related travel request or approvals).
5. Once satisfied with the layout, click **Save**.

**Step 7: Set Permissions for Users**

1. Go to **Setup** and search for **Profiles** or **Permission Sets** in the Quick Find box.
2. Select the relevant profile or permission set that will be using the Expense Item object.
3. In the **Object Settings** section, find **Expense Item** and ensure the necessary permissions (View, Create, Edit, Delete) are granted for the appropriate users.
4. Click **Save** to apply the changes.

**Step 8: Test the Expense Item Object**

1. Go to the **Travel Approval App** and verify that the **Expense Item** object appears in the navigation bar.
2. Try creating, updating, and viewing Expense Item records to ensure that the fields are displaying correctly and the object functions as expected.
3. Check if users are able to view the **Expense Item** records, add expenses, and attach receipts or descriptions.

**Step 9: Optional: Set Up Record Types (If Needed)**

If you want to create different types of Expense Items (for example, **Travel Expenses**, **Meals**, etc.), you can create **Record Types**.

1. Go to **Setup** and type **"Record Types"** in the Quick Find box.
2. Select **Expense Item** from the list of objects and click **New Record Type**.
3. Give the record type a name (e.g., **Travel Expense**, **Meal Expense**) and associate it with different page layouts, if necessary.
4. Save the record type.

**Summary of Steps**

1. **Log in** to Salesforce and access **Setup**.
2. **Create the Expense Item object** in the Object Manager.
3. **Add custom fields** (e.g., Expense Amount, Category, Date, Description, Receipt).
4. **Add the Expense Item object** to the **Travel Approval App**.
5. **Modify page layouts** to display necessary fields.
6. **Set user permissions** to allow the right users to access and manage Expense Items.
7. **Test the object** by adding and viewing expense item records.
8. (Optional) Set up **Record Types** if you need different types of expense items.

By following these steps, you will have successfully created a **Custom Expense Item Object** in Salesforce that can be used in the **Travel Approval App** to track individual expenses efficiently.